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ABSTRACT

This thesis investigates the elements that are necessary to implement a window system. The use of window systems in an office environment is described.

A window system is implemented on a Dec Vt100 terminal and a Sun workstation. Both systems run on the Unix operating system. Some Unix features are introduced as related to their use in window systems. An understanding of graphics systems is developed to implement a window system on the Sun workstation using Suncore.
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Chapter 1. Introduction

1.1 Office automation

The term office automation is used to describe the use of computer and communications technology to improve the productivity of office workers. The major components of office automation systems include text processing, electronic mail, information retrieval and storage, personal assistance features and decision support. These systems may be implemented on various types of hardware and usually include a display terminal, a keyboard for input and a letter-quality printer for hardcopy output.

Initially, office automation systems were aimed at clerical and secretarial personnel. As a result, word processing and record processing packages were the major software packages produced by manufacturers. Recently, attention has been focused on providing systems to support the principals (managerial and professional workers). These systems tend to emphasize the managerial communication functions. Electronic mail and filing permit a manager to compose and transmit messages on an office automation system. Local area network such as the Ethernet allows intra-office communications within a building. Through
standard message format protocols, hundreds of different computers and electronic mail interfaces are able to exchange information with one another. Much larger networks such as the Datapac, Arpanet (Advanced Research Project Agency Network) and Telenet interconnect diverse computers and terminals spread over large geographical areas. A wide variety of software programs are also available through the network.

Other software components available on an office automation system are scheduling and calendar systems. Users can keep their appointment lists on a database. The system can be made to remind the user of appointments or to search for an available time block for a meeting. Features such as menu selections and help facilities can also be defined.

1.2 The desktop concept

The elements discussed above are some tools that may be used to implement an office automation system in which a display terminal emulates the desk of the user. The desk that the terminal represents is often 10 to 100 times larger in surface area. However, people often wish to work with 5 or 6 items simultaneously. This is difficult to emulate on a conventional 24 by 80 character terminal such as a Dec VT100 terminal.
Graphics terminals have the flexibility to change font sizes. Hence, more information can be displayed on the screen by using a smaller font size. Furthermore, the screen can be partitioned into rectangular regions called windows. Windows can be overlapped, i.e. a window can be partially concealed by other windows. Each window may represent a task or an item the user wants to examine. Very often a pointing device such as a mouse is used for windows selection. A mouse is a small box, with a number of buttons on the top which may be used to indicate that desired positions have been reached. A sensor is built into the underside, which is rolled around on any flat surface. The mouse's direction of movement is sensed and transmitted to the computer which translates the movement into cursor movement on the screen. A user selects a window by moving the mouse so that the cursor lies within the boundaries of the window. By pressing a button on the mouse, a concealed window is brought to the surface of the pile. A user may switch among tasks by working with different windows. A bit map display can be easily made to take into consideration such factors as overlapping windows, setting window priorities, and changing window sizes. The number of windows (or tasks) that can be examined by the user need not be limited; the number of windows actually used will depend on the processor(s) and the physical display surface used.
Menu selection features can also be incorporated into the system. Menu options can be represented in alphabet or iconic form. Computer graphics makes it very easy to present information in form of pictures. For example, a user makes a selection by moving the cursor onto a picture and pressing a button on the mouse. A user selecting a picture of an envelope may wish to send a message via electronic mail. There are established protocols like the post office's specifications on how a recipient and return address should appear on envelopes. In electronic mail, the sender has to describe the recipient's name and address, and the sender's name and address. The address can be a site number and a machine identification number. A user may also select a picture describing a garbage can to dispose of unwanted materials, a clipboard to jot down notes, a typewriter for composing message or a filing cabinet for information storage.

1.3 Office-by-Example

This section is devoted to describe an office system called Office-by-Example [ZLOOF82]. This system was developed by the IBM Office Automation Group. Office-by-Example is tailored to office personnel for word processing and data processing, and communication via terminals. A language called office-by-example (OBE) was developed to
provide powerful access to computing systems, data bases, and communications and display facilities. Note that the term office-by-example is being used to refer to both the language and the system. OBE is a user-oriented language; the fundamental concept of OBE is very similar to the query-by-example (QBE) used in data base management systems. QBE is a relational data base developed by the IBM where user requests to the data base are formulated in form of example variables.

Office-by-Example attempts to unify aspects of word processing (including editing and formatting), data processing, report writing, electronic mail and graphics. Menus can be constructed by the end users to suit their needs. For instance, a manager may wish to define a menu that will give his appointments. On the other hand, a sales executive may want a menu to check his mail and various sales reports, together with the ability to send messages. A menu is actually a software program that is executed when the menu is selected. In the latter example, the program that prepares sales reports may have to search through several data bases to gather information and then format the data into a presentable form. OBE allows output to be displayed on the screen, sent to a printer, mapped to a disk or sent to other locations.

OBE also offers features such as triggers and command boxes. A program can be triggered at a prespecified time.
such as once every month, or when a certain condition is met. For instance, in the purchasing department, whenever the inventory level of an item is lower than an acceptable level, a program may be invoked to inform the manager of the situation. In this case, the program would consist of getting a copy of a suitable memo from a file, searching a database to fetch the name and address of the manager and sending the memo via electronic mail. In addition, OBE allows the user to execute commands such as send, print, display, delete, update or execute by typing the request in the command box.

The OBE screen manager supports multiple and overlapping windows. A window is a rectangular region on the display screen. A user presses the CREATE function key on the keyboard to create a window. The position of the cursor on the screen is taken as the upper left hand corner of the new window. Other function keys such as expand, zoom, erase, move, scroll, locate and pushdown are used for manipulations of windows and text within windows. A user can run one task in each window. For example one window can be used to compose a letter and another window to query a relational data base. The letter may be a congratulatory note sent to salesman whose sales exceed the monthly sales quota. Figure 1.1 illustrates the four windows used for the above example.
In the letter the name of the salesman and the corresponding sales amount are defined as variables. These variables are used to query the data base to obtain a list of salesmen and their corresponding amounts of sales. The box named "condition" is used to set up a condition to retrieve information on only those salesman who exceed the sales quota. In the command box, the user requests the system to send a letter to each of the salesman chosen. A time trigger is also set so that the action is performed only monthly.

1.4 Window system

The window system, which underlies many office systems,
is discussed in this section. The concept of running a task on each window in Office-by-Example is a part of the window system. A simple window system is defined here as a system in which the screen is partitioned into rectangular display areas. Each display area or window runs a task. Each task is active at the same time and the user can switch among tasks. In order to accomplish this, the window system must be built on a system that supports multitasking. Multitasking refers to the capability of a system to support two or more active tasks simultaneously. More sophisticated window systems include features such as overlapping windows, menu options and window manipulations (such as changing window sizes and moving windows around). The OBE system is an implementation of a highly specialized window system that enables communications between windows. The output of one window may be fed into another window as input. This was illustrated in the example in the previous section where the output of a query to a database was taken as input to a letter.

1.5 Scope of the thesis

This thesis attempts to provide a clear understanding of window systems, particularly window systems that run on the Unix operating system. The Unix operating system has been chosen for its popularity and its multitasking
capability. A simple window system is implemented on a conventional 24 by 80 terminal (a Dec Vt100 terminal) and a Sun workstation. The Sun workstation is a bit map graphics monitor with 1024 by 800 visible pixels. An understanding of the Core graphics system is developed to implement a window system using Suncore, a subset of the Core graphics standards.

For this thesis, each window will run a Unix shell process. A shell is a command interpreter of the Unix system, it is both a command language and a programming language. As a command language the shell provides the interface to the Unix operating system. User requests are interpreted as commands to execute programs. As a programming language, the shell permits string-valued variables and flow control mechanisms such as iteration and branching. Working with two windows on the screen is analogous to logging on to two terminals; each terminal runs on the Unix system. For instance, a manager may view a sales report on one window and compose a memo on another window.

1.6 Organization of chapters

Chapter 2 constitutes a short tutorial on those multitasking features of Unix applicable to windowing.

Chapter 3 discusses the parts comprising a graphics
system. In addition graphics terminology is introduced. Finally, the two graphics standards, the Core graphics system and the Graphics Kernel system (GKS) are compared.

Chapter 4 provides a detailed description of the implementation of a simple window system on a Dec Vt100.

Chapter 5 discusses the implementation on the Sun workstation. Reference is made to particular features used in Suncore and the Unix system. The window manager, input/output redirection and the Unix shell are discussed in detail.

Chapter 6 describes other window systems such as the SunWindow, the Apollo Domain system and the Blit terminal. A comparison of several window packages found on personal computers are included.

Chapter 7 summarizes this thesis and discusses further considerations.
Chapter 2. Multitasking in Unix

2.1 Processes

All user work in the Unix system is carried out by processes. A process is the execution of an image. According to Thompson and Ritchie's definition [BOURN84], an image is a computer execution environment. This environment includes the program associated data, open files and the current directory. Multitasking in Unix implies the execution of two or more processes simultaneously. While a processor is executing a process, that process must reside in main memory. The process remains in main memory during the execution of other processes unless it gets swapped out by an active process with higher priority.

The reminder of Chapter 2 provides a brief look at process management and communication. Processes are managed by the four system calls: fork, wait, exit, and exec. Interprocess communication is done via pipes and signals.

2.2 The fork system call

A process creates a new process by duplicating itself into two nearly identical processes. This is done by the fork system call:
processid = fork()
produces two processes sharing the same open files, but with separate copies of the original memory image. One process is called the parent and the other process the child. When a fork is executed, the process id of the child is returned to the parent. The process id of the child is always greater than zero. In the child process, zero is returned. The address space of each process is distinct from that of other processes in the system.

```c
pid=fork();
if (pid>0) { /* parent process only */
    z=1;    /* execute this part of code */
    .
    .
    .
}
if (pid==0) { /* child process only execute */
    z=2;    /* this part of code */
    .
    .
    .
}
```

The above fragment of code shows that different sections of code are executed by each process. In the parent process, the variable z is assigned the value of one. In the child process, z gets the value of two.

2.1 The wait system call

A parent can execute with the child in parallel or it
can wait for the child to complete. The program fragment below shows the use of the wait system call. This section of code is executed by the parent.

    int status;
    int child_id;

    child_id = wait(&status);

The wait system call stops the caller (a parent) until one of its children finishes. The process id of the terminating child is returned to the caller. Return is immediate if the caller has no children.

2.4 The exit system call

A process can use the exit system call to terminate. The argument to exit is interpreted as the status of the terminating process. By convention a zero value indicates that the command succeeded and a non-zero value means failure.

2.5 The exec system call

The exec system call replaces the caller process with a new program. The process id remains unchanged. The process terminates when the new program finishes execution. There is no return to the caller process.
2.6 Pipes and signals

Communication between processes is carried out through pipes and signals. A pipe is a unidirectional inter-process channel. The system call:

```c
int p[2];
pipe(p);
```

returns file descriptors p[0] and p[1] which are the read and the write ends of the channel respectively. A process reading from an empty pipe has to wait for some characters to be written into the pipe. Similarly, a process writing to a pipe that is full has to wait until some characters have been read by the process at the other end.

Processes can also communicate via signals. A signal is a software interrupt sent to a process when events such as terminal interrupts or program errors occur. The receiving process can either ignore or catch the signal. An exception is the signal SIGKILL that cannot be ignored or caught. A jump to a routine can be specified when a signal is caught. In the fork system call, the child inherits all signals from the parent, i.e. all signals that are ignored or caught by the parent will be ignored or caught by the child.
Chapter 3. Computer graphics

3.1 Introduction

This chapter reviews the understanding of graphics systems necessary to implement a simple window system on a Sun workstation. Emphasis is placed on the Core graphics standard because Suncore, a subset of the Core graphics standard, is used in the implementation.

Section 3.2 describes display devices. In section 3.3, the different parts comprising a typical graphics system (such as the Core system) are discussed. Viewing operations, coordinate transformations, picture segmentation and naming, and input and output primitives are introduced. Features defined in the Core standard and not implemented in Suncore are mentioned.

Section 3.4 contains a brief discussion of graphics standards. A comparison of the two graphics standards: the Core Graphics and the Graphics Kernel system (GKS) standards is included.

3.2 Display systems

There are three major types of displays: storage tube displays, vector displays and raster displays. With the
storage tube display, the image is stored inside the storage tube as a distribution of electron charges on the inside surface of the screen. A flood gun emits low-velocity electrons which are attracted toward the screen. Flood electrons approaching a relatively positively charged part of the storage surface pass through, strike the phosphor and cause light emission. Electrons approaching other areas of the surface are repelled. The charge pattern on the surface is produced as a visible image on the display surface. This image is retained until it is erased. Storage tubes are still popular today for applications that need high precision lines and characters but do not need dynamic picture manipulations.

A typical vector display system consists of a display processor, a display buffer memory, and a CRT with its associated electronics. The buffer stores the computer produced display list. This list contains point and line plotting commands with coordinates as endpoint data and character plotting commands. These commands are interpreted by the display processor. The display processor converts digital values to analog values which displaces an electron beam writing on the phosphor coating of the CRT. The light output of the phosphor decays in hundreds of microseconds. In order to avoid flicker, the display processor has to cycle through the display list and refresh the phosphor at least 30 times per second. Hence
the buffer that holds the display list is often called the refresh buffer.

In raster displays, display primitives such as points, lines and text are stored as points called pixels (for picture elements) in the refresh buffer. The pixels making up the entire screen are stored explicitly in a bit map, which can be thought of as a two-dimensional array. The entry of a particular row and column in the array stores the brightness or color value of the corresponding \((x,y)\) position on the screen in a one-to-one relationship. On a monochrome CRT, each pixel can either be on or off, so each element of the bit map has a value indicating whether the corresponding pixel is on or off. The bitmap of a 512 by 512 display will have \(512 \times 512 = 262144\) points. The greater the number of pixels, the higher the resolution. Additional control over the intensity or color of each pixel can be obtained by storing multiple bits for each pixel; for instance, two bits yield four intensities or colors. Considerable storage is needed for high resolution color raster displays.

An image is formed from the raster, a set of horizontal lines which are made up of individual pixels. The raster consists of a matrix covering the entire screen area. The entire image is scanned out sequentially one raster line at a time from top to bottom by varying the intensity of the electron beam. This image is scanned 60
times per second to avoid flicker.

Raster graphics systems do not yet have the resolution of vector systems (1024x1024 vs 4096x4096). Hardware is still not fast enough to provide dynamic motion for high resolution raster displays. For example, on a 1024x1024 display, over a million pixels have to be altered in a fraction of a second. However, raster graphics make possible the display of solid areas, particularly in color. Moreover, the refresh process is independent of the number and complexity of the images because each pixel on the entire screen is refreshed regardless of the information stored for each pixel. Vector displays, on the other hand, often flicker when the complexity of the image increases. This happens when the refresh buffer is so large that the image cannot refreshed often enough to avoid flicker.

3.3 The Core graphics system

This section describes the structure of a typical graphics system such as the Core graphics system. The structure of the Core graphics package is shown in Figure 2.1.
The application program creates a definition of an object in the user's defined world coordinates (WC). This definition may be stored in an application-specific data structure or passed directly to the graphics package. It is then passed through viewing operations in which software and hardware mechanisms are invoked to create the representation of the object in the device-dependent Device Coordinates (DC). Clipping operations are invoked to determine what part of the object is visible. The device coordinates definition is stored in the display file for redisplay. Updates to the display file are made when individual segments are created or deleted. A segment is a collection of picture elements such as points, lines and text.

A user interfaces with the application program via input devices. Input received from the device is passed to the application program. Depending on the application, appropriate actions are taken; for example, a cursor is
moved, a picture is made invisible, etc. In the following sections, the various aspects of a graphics package mentioned above are examined.

3.3.1 Viewing operation and coordinate transformation

A user describes an object in world coordinates (WC) using output primitives. Output primitives are picture elements such as points, lines and text. A window, defined in WC, is like a snapshot of a picture described by the user. The snapshot might only cover part of the picture. Viewports are rectangular view surfaces on the physical display surface within which a view of a WC-defined object is shown. The viewport is defined in the device-independent normalized device coordinates (NDC). NDC defines a viewing rectangular region on the physical display surface in which an object defined in WC is viewed. The window (in WC) is mapped to the viewport (in NDC). If window clipping is enabled, only those portions of objects that lie within the window are mapped to the viewport (in NDC) and displayed on the screen. The view surface is the physical display surface. It is defined in the device dependent device coordinates (DC). The device driver maps the viewport (in NDC) to the view surface (in DC). The order in which these
viewing operations are performed is shown in Figure 2.2.

![Diagram](attachment:image.png)

**Figure 2.2 Viewing operations**

### 3.1.2 Picture segmentation and naming

Segments are data structures that describe pictures. Each segment describes an object or picture in terms of output primitives. Output primitives are lines, points, and text that make up a picture. A segment is opened when it is created. After the picture has been defined in terms of output primitives, the segment must be closed. Only one segment can be open at any time.

There are two types of segments: retained segments and temporary segments. Retained segments are named when they are created. A unique integer value is associated with each retained segment. A retained segment may also be renamed. The image described by a retained segment is saved for redisplay and transformation until the segment is deleted. Each segment has attributes associated with it. For instance, a retained segment can be translated, rotated, and scaled. Other attributes of retained segments include...
visibility, detectability, and highlighting.

In contrast, temporary segments are not named and cannot have any segment attributes. The image defined by a temporary segment remains visible as long as information is only added to the displayed picture. Although the image of a temporary segment is saved in the refresh buffer, a "new frame" action will delete all temporary segments. A new frame action redraws all retained segments on the screen, but deletes all temporary segments.

3.3.3 Input primitives

Physical input devices commonly used in graphics systems include the pen, the stylus, the mouse, the trackball or even a touch-sensitive panel mounted on a screen. Logical input devices are abstractions of physical input devices. Each logical input device is defined in terms of the type of data it produces and the manner in which the data are acquired by the application program. There are six classes of logical input devices supported by Core graphics. They are the locator, the valuator, the pick, the button, the keyboard and the stroke. Echoing of the various logical devices is provided to give some visual indication to the user that an input has been received. Each logical device can either specify that no
echo be done or some kind of acknowledgement be given to the user.

A locator provides a position in NDC. When a mouse is used as a locator, a pointer appears on the screen. The pointer can be a tracking cross or a screen cursor. When the mouse is moved around, the pointer moves the corresponding amount and direction on the screen. The user can inquire the position of the pointer.

The valuator allows a user to specify a floating-point value within a range specified by the application program. The Core system maps the values received from the physical device in a linear fashion onto this range. One way in which echoing can be provided for a valuator is to have a numeric value displayed on the screen, with the displayed value changing as the value of the valuator changes.

The pick device identifies a segment or primitive within a segment. It is often implemented with a physical locator device such as a mouse. A user moves the screen cursor onto the object of interest and pushes a button. The segment that is closest to the position of the screen cursor is picked. A segment has to have its detectability attribute set to be picked. The selected segment can be highlighted. Once a segment is picked, it can be transformed.

The button provides alternatives for the user to choose from. The echo of a button device is very dependent
on the corresponding physical device used.

The keyboard is used to enter alphanumeric information. The character string entered by the user can be displayed on the physical display surface beginning at the echo reference position (defined by the SET_ECHO_POSITION routine).

A stroke device allows the programmer to draw by specifying a series of positions in NDC. One common use is to begin a stroke when the tablet stylus switch is depressed, to record points as long as the switch remains depressed, and to terminate the stroke when the switch is released.

3.1.3.1 Event-causing and sampled devices

Each logical device is either an event causing device or a sampled device. An event is caused by a logical action taken by the programmer to indicate input for the application program. The pick, keyboard, button or stroke devices may cause an event, which is reported in the event queue, a first-in-first-out queue for storing records of events. For example, a user pushing a button on a mouse causes an event, and the button number pressed is put into the event queue.

Another form of input is sampled input. When an application program needs a value from the device, it calls
a function which will wait for a specified length of time for an input value to be generated. The locator and valuator are sampled devices. When enabled, these devices are sampled by the application program.

Core graphics maps the logical devices to whatever physical devices used in a particular implementation. For instance, in Suncore, the mouse is used as the pick, the locator and the valuator.

3.3.4 Output primitives

Core graphics supports five output primitives. They are line, polyline, text, marker, and polymarker. A line is a connection between two points. A polyline is a connected sequence of lines. Text is a sequence of characters. The marker is used for point plotting, with the points represented by specified symbols. The polymarker primitive plots a sequence of points. All primitives are described in the world coordinates and take into effect at the current position (CP). The current position, defined in WC, is the starting position in which an output primitive is displayed. The current position can only be changed by explicit "move" instructions such as:

```c
move_abs_2(x,y)    /* move to position x,y in WC */
movc_rel_2(dx,dy)    /* increment the x-axis and y-axis of the CP by dx and dy respectively */
```
The corresponding move instructions for three-dimensional operations are \texttt{move\_abs\_3(x,y,z)} and \texttt{move\_rel\_3(dx,dy,dz)}.

### 3.3.4.1 Attributes

Attributes can be associated with each of the output primitives. For example, the width of a line and the style (such as dotted or solid lines) can be specified by the programmer. The output primitive "text" has attributes that can define character font, size (in width and height) and spacing between each character. Direction of the string within a plane and mode of justification (such as left, top, bottom, center and right justified) can also be specified. Finally, a programmer may also choose the precision of the displayed characters.

### 3.4 Graphics standards

As the use of computer graphics increases, standards become necessary to allow greater portability of graphics application programs. In addition, graphics standards can provide guidelines for the manufacturers of graphics equipment. Attempts have been made to develop device-independent packages which can drive a wide variety of display devices, ranging from plotters to high performance vector and raster displays. Used in conjunction with high level languages, these packages shield the programmer from most machine peculiarities.
The most widely used device-independent graphics standards are the Core Graphics System and the Graphics Kernel System (GKS). The Core standard was produced by the ACM Siggraph Graphic Standards Planning Committee in 1977, refined in 1979, and then submitted to the American National Standards Institute (ANSI) in 1979. GKS was originally developed by the West German Standardization Institute, DIN, in 1978 and was subsequently refined extensively during the period 1980-1982 by the International Standards Organization (ISO).

1.4.1 Core and GKS -- a comparison

The Core system is primarily oriented towards interactive vector graphics displays, but has been extended to include raster routines. The Core system is designed to handle both two and three-dimensional graphics. GKS, as a result of its later date of development, is more oriented toward raster displays. It is fundamentally a two-dimensional graphics system although the third dimension is under development. GKS incorporates many of the concepts of the Core standard, yet is very different from it.

The remainder of this section describes the major differences between Core and GKS.
3.4.1.1 Workstations

A major difference between GKS and Core is the concept of workstations. The concept of workstation is an important aspect of GKS, which does not exist in the Core. In GKS, there is a definite distinction between the parts of the application program that are device (workstation) independent and the parts that are device (workstation) dependent. A workstation consists of a single display area and a number of input devices. A programmer can work with several workstations at the same time. For instance, a user may be interacting with a refresh display while making copies of the displayed picture at a plotter.

Different devices have their own hardware and software restrictions. For example, a monochrome CRT cannot display the colors defined by the application program while a multi-colored plotter can.

In GKS, there are two kinds of attributes: global attributes and workstation dependent attributes.

Global attributes apply to all workstation (i.e. workstation independent). They include all geometrical aspects of primitives, such as character height for text, and pattern size for fill area.

Workstation dependent attributes allow the same primitives to be displayed differently on different workstations. They are also referred to as bundled
specifications. Workstation dependent attributes only apply to the non-geometrical aspects of primitives, such as line style or color.

**Workstation attributes** include the actual representation of attributes on a workstation. They are pointed to by indices used in bundled specification. The workstation attribute for a bundle defining polyline may contain values of line type, line width scale factor and color index. An example of bundled attributes will be shown in the next section.

### 3.4.1.2 GKS Attribute bundles

In the Core system, attributes are device independent and once defined remains in effect until they are set again. For example,

```
WIDTH(THICK)
COLOR(GREEN)
STYLE(DASHED)
DRAWLINE
COLOR(RED)
STYLE(SOLID)
DRAWLINE
```

would draw a thick, green, dashed line followed by a thick, red, solid line. Thickness is an attribute of the second line as well because the attribute WIDTH has not been changed. Attributes not available on a graphics device will be ignored.
As described in the last section, GKS allows the user to specify workstation dependent attribute bundles. For example,

```
SET POLYLINE INDEX(1)
POLYLINE
SET POLYLINE INDEX(2)
POLYLINE
```

would draw the first line using attribute bundle 1, and the second line using attribute bundle 2. The representations of bundle 1 and 2 are workstation dependent and can be set by the application programmer. A programmer can set representation 1 as green, thick and dashed, while representation 2 as a red, solid and thick line. However, representations of each polyline on a multicolored plotter workstation may differ principally in the color, whereas on a monochrome display workstation, the polylines differ in the line style.

Since workstation bundle can be set dynamically by the application programmer, GKS is an advance over Core with respect to multiple workstations. However, it gives up the simpler, workstation independent approach used in Core.

3.4.1.3 Segments

As with the Core system, segments in GKS can be made visible, detectable, and highlighted. In GKS, segment priority may also be set. Segment priority affects segments
being displayed. If parts of primitives overlap with visible segments of higher priorities, these parts may be invisible. When primitives of a segment overlap each other are picked, the segment with the higher priority is selected.

1.4.1.4 Segment storage

In GKS, a segment can be stored in a device independent storage area called workstation independent segment storage (WISS). WISS stores all segments, and all workstations have access to these segments. Only one WISS is permitted in a GKS implementation. If the WISS is active when a segment is created, the segment will be stored in the WISS as well as in the workstation dependent segment storage (WDSS) of each of the currently active workstations. WDSS is a device dependent storage area of which there is one for each workstation.

A segment in WISS can be copied to the WDSS of a specific workstation just as if the workstation was active when the segment was created. This is done by the ASSOCIATE SEGMENT WITH WORKSTATION function. For example, a user can compose the background of a picture on an interactive workstation. The segment containing the finished background can then be associated with the plotter workstation by storing it in the WDSS of the plotter.
Segments in WISS can also be transformed and clipped before being copied to a workstation by the function COPY SEGMENT TO WORKSTATION. However, the segment cannot be manipulated once copied to the workstation. It is as if the output primitives making up the segment had been called directly.

In addition, a segment in WISS can be copied to all active workstations by the INSERT SEGMENT function.

The Core standards have no corresponding storage features.

2.4.1.5 Output primitives

Unlike the Core system, GKS does not use the concept of a current position. Each primitive has its coordinates fully defined.

2.4.1.6 Viewing

Viewing in the Core system is accomplished by specifying the window/viewport mapping from world coordinates (WC) to normalized device coordinates (NDC). If a picture consists of several distinct parts, the user has to continually redefine the window to viewport mapping. For example,


SET WINDOW(XMIN,XMAX,YMIN,YMAX)
DRAW (A)
SET WINDOW(XN,XX,YN,YX)
DRAW (B)

would draw picture with the first coordinate system and picture B with the second coordinate system in the same viewport. The GKS routines below will do the same thing. However, coordinate systems in GKS can be defined at the start of execution. GKS also allows several window to viewport definitions to exist at the same time.

SET WINDOW(1,XMIN,XMAX,YMIN,YMAX)
SET WINDOW(2,XN,XX,YN,YX)
SELECT WINDOW(1)
DRAW (A)
SELECT WINDOW(2)
DRAW (B)

3.4.1.7 Control

In both the Core and GKS, functions are provided for initialization and termination of the systems. However, the Core graphics system also allows updates to be batched. Batching of updates permits the application program to indicate to the Core system that a batch of picture changes is forthcoming, that only the picture at the end of the batch is important, and that the Core system should act efficiently to achieve that final picture. This is particularly useful in a storage tube display since time can
be saved by not repeatedly erasing the screen and drawing
the immediate changes.

3.4.2 Levels of implementation on the Core and GKS

Both the Core and GKS are designed to be usable by a
wide range of applications, from static plots to dynamic
real-time motion interaction. However, some devices lack
the full capabilities of these graphical standards. Hence,
several levels of implementation are available in both Core
and GKS.

There are three classes of upward compatible levels in
Core graphics: one class for output, one class for input and
one class concerned with the dimensionality of the world
coordinate space (2D or 3D). Appendix 1 shows the levels
of functional capability as specified by ACM Core system.

In GKS, there are three levels of input and four
levels of output, thus giving 12 implementation levels. The
input levels are: no input (level a), request input (level
b) and full input (level c). The output levels are:
minimal output (level m), all primitives and attributes
(level 0), basic segmentation (level 1) and workstation
independent segment storage (level 2). The functional
capabilities of each level can be grouped into several major
areas: output, input, number of workstations allowed,
attributes, and segmentation. Appendix 2 gives a short
overview of the functionality of each GRS level.
chapter 4. Windowing on the Vt100

4.1 Introduction

This chapter is one of two chapters that look at the implementation of a window system. Chapter 4 describes the implementation on a Dec Vt100 terminal, while chapter 5 discusses the implementation on the Sun graphics workstation.

The Dec Vt100 is a conventional 24 x 80 character terminal. Its characteristics are described in the 'termcap' (terminal capabilities) data base. A description of 'termcap' is available in termcap(5) in the Unix Programmer's manual.

The window package is a C language program running on a VAX 11/750, under the 4.2 release of the Unix operating system distributed by the University of California at Berkeley.

Section 4.2 gives a brief description of the window package. Section 4.3 introduces the pictorial notations which are used in chapters 4 and 5. Section 4.4 describes the structure of the window system. Section 4.5 looks at process management, and section 4.6 concludes the chapter with a brief analysis of the performance of the system.
4.2 A window package on the Dec Vt100

When a user starts the window package, two windows, each running a separate shell command interpreter, are created. The physical display is divided into two areas: one window occupies the upper half of the screen, while the other window uses the lower half. The position of the screen cursor determines to which window the input is directed. If the screen cursor lies within the boundaries of a window, input is given to that window. The user may switch between windows by pressing the escape key twice. The user exits from the window by logging off, at which point a message will appear on the screen informing the user that the window has been closed; subsequent user input will be automatically directed to the remaining window. The user exits from the window package by logging out from the remaining window.

4.3 Pictorial Notation

In the following chapters, flowcharts and diagrams are used to describe the window system implementations. The pictorial symbols used are as follows: boxes represent sequential processes, parallelograms represent parallel processes, and arrows represent connections between processes. An arrow with a circle at its tail represents the flow of data. The forking of a process is represented
by two arrows branching from a parallelogram, the solid arrow corresponds to the parent process and the other arrow corresponds to the child process. A pipe is represented by an arrow with double dashed lines and a pseudo terminal device is indicated by an arrow with double solid lines. These symbols are shown in Figure 4.1.

Figure 4.1 Pictorial Notation
4.4 Structure of the window package

The window system is divided into four major parts: the hardware terminal, the shell, input, and output. Figure 4.2 shows these components of the window package.

![Diagram of window system structure](image)

**Figure 4.2 Structure of the window system (terminal version)**

Input to the terminal is entered by the user via the keyboard. The terminal driver receives the input, echoes it on the screen, and passes it as a request to the shell. Output from the shell is given to the terminal to be displayed on the physical screen.

The following sections describe the various components of the window package in more detail.

4.4.1 The hardware terminal
The hardware terminal is used to display text starting from the current screen cursor position. When a user switches between windows, the cursor is placed at the top left hand corner of the target window. Scrolling is done by setting the terminal scrolling region to either the upper half or the lower half of the screen. Full screen editors such as vi and emacs cannot be used in this window system since the editors assume the use of the full screen. Attempts have been made to change the definition of the screen size by changing the appropriate termcap entries for the Dec Vt100 terminal, but full screen editors did not work properly using the new termcap definition.

Full screen editors can be used within windows by implementing a virtual terminal emulator. A virtual terminal emulator is a piece of software that emulates a hardware terminal. It can take care of much things as line deletion and scrolling within a window. In most window packages with virtual terminals, all reads (writes) occur from (to) the virtual terminals, which then map their input/output to their corresponding windows.

4.4.2 The Shell

The shell is a command interpreter that receives requests (called commands) from the user, interprets these commands and executes the appropriate programs.
By default, the shell gets its input from the terminal and displays its output on the terminal. However, i/o can be redirected to other devices such as files and pipes.

In the window system being described, the shell gets its input from a terminal and sends its output to the same terminal.

### 4.4.1 Input and output

The user enters commands via the keyboard. The position of the screen cursor determines where the input will go. If the cursor lies within the boundaries of a window on the physical screen, that window is called the current window, and it receives the user commands. The terminal then echoes the input on the physical screen, starting at the current cursor position.

The shell gets user requests from the terminal and executes the appropriate commands. The output of the shell goes back to the terminal, at which point the physical screen surface and the position of the screen cursor are updated.

### 4.5 Process management

This section discusses how the components described in the previous section interact with each other. These components are implemented as processes. Figure 4.3 shows
the input, output, and shell processes. Only the communication paths for one window are shown in the diagram. A detailed description of interprocess communications will be referenced in the next section.

Figure 4.3 Overview of the window system
After initializing the parameters and routines used in the window package, the main program duplicates into two processes using the fork system call. The parent process, called the "input_process", is responsible for receiving user commands and passing command strings to the appropriate processes. The child process duplicates itself again: one process is in charge of processes required to run the upper window, while the other one takes care of processes used in the lower window. Each of these processes duplicates itself again to two processes, namely a "shell_process" and an "output_process". The "shell_process" runs a shell command interpreter. It gets commands from the "input_process", executes them, and passes the result to the "output_process", which then puts the text on the physical screen.

The following two sections introduce the tools used for interprocess communication and process management: these are the pseudo terminal device driver (pty) and the ioctl (i/o control device) system call.

4.5.1 Pseudo terminals

In this implementation, communication among the input, output and shell processes is done via the pseudo terminal driver (pty). The pty device driver provides support for a device pair called a pseudo terminal, which consists of a
master and a slave device. The number of pseudo terminals available is dependent on system configuration. The master and slave sides can be represented by terminal files "/dev/pty[p-r][0-9a-f]" and "/dev/tty[p-r][0-9a-f]" respectively. There are 16 pseudo terminal pairs available on this system. The master side is represented by the terminal files "/dev/ptyp[0-9a-f]" and the slave terminal files by "/dev/ttyp[0-9a-f]". The last two letters of the terminal files of a pseudo device pair must be the same. For instance, a pseudo device pair on this system could be represented by "/dev/ptyp0" and "/dev/ttyp0". A brief description of pseudo terminal drivers is available in pty(4) in the Unix Programmer's manual.

Each side of the pseudo terminal device must be opened before communication can be established between the two sides. The file descriptors returned from opening these two devices can be used in the same manner as a file descriptor returned from opening a normal file. Anything written to the master device is given to the slave device as input and anything written to the slave device is presented to the master device as input. The communication between two processes using a pty is similar to having two unidirectional pipes between the processes. However, with a pty, anything written to one process is automatically received as input by the other process, whereas with pipes, explicit read and write calls must be issued by both.
processes. Additionally, since the slave device provides an interface identical to that on an ordinary terminal, output from the pseudo terminal is formatted as if it were for an ordinary terminal. If pipes were used instead of a pty, the output would not be in terminal format.

4.5.2 The ioctl system call

The ioctl (i/o control device) system call performs a variety of functions for devices. This section describes some of the functions the ioctl system call provides for terminal control.

A terminal must be opened as a device so that i/o can be directed to it. A file descriptor is returned from opening a terminal, which may then be used to reference it in subsequent i/o operations.

Generally, when a user logs on to a terminal, that terminal is called the control terminal and it becomes both the user's standard input and standard output files, which are referenced by file descriptors 0 and 1 respectively. If a process with no control terminal opens a terminal device (found in directory "/dev"), then that terminal becomes the control terminal for the process. The control terminal is inherited by a child process during a fork system call, even if it is closed.

Terminal device drivers support read and write
operations as well as a collection of terminal specific ioctl operations, to control such things as input character editing and output delays. The state of a terminal can be set by the following ioctl system call:

    ioctl(fd, TIOCSETP,buf);

where

    fd is a file descriptor returned by opening the terminal
    TIOCSETP is the request to set terminal parameters
    buf is a pointer to the parameters

Conversely, "ioctl(fd,TIOCGETP,buf)" gets the state of the terminal.

The above ioctl calls use the sgttyb structure defined in the header file "sgtty.h". An explanation of sgtty (set and get terminal state) is available in the Unix Programmer's manual. The sgtty structure is shown below:

    struct sgttyb{
        char sg_ispeed; /* input speed */
        char sg_ospeed; /* output speed */
        char sg_erase; /* erase character */
        char sg_kill; /* kill character */
        short sg_flags; /* mode flags */
    }

The sg_flags field of the argument structure contains several bits that determine the system's treatment of the terminal. Special attention is paid to the RAW and ECHO bits in sg_flags, as these bits will be used by the window system.

The raw mode of a terminal is enabled by setting the RAW bit. This means that no i/o processing is done, a break
condition in the input is reported as a null character, and any overflow of the queue is discarded.

The ECHO bit determines whether input characters are to be echoed. Normally, input characters are echoed by putting them in the output queue; this echoing can be disabled by clearing the ECHO bit.

4.5.3 Process communication

This section explains how processes communicate in the vt100 terminal version of the window system. Program fragments are provided to demonstrate the use of the ioctl system call.

At initialization, the state of the terminal is saved, as shown below.

```c
ioctl(0, TIOCGETP, (char *)&b);  /* get tty */
ioctl(0, TIOCGETC, (char *)&tc);  /* get special characters */
ioctl(0, TIOCGETD, (char *)&ld);  /* get line discipline */
ioctl(0, TIOCGLTC, (char *)&lc);  /* get local special characters */
ioctl(0, TIOCLGET, (char *)&lm);  /* get local modes */
```

A pty pair is associated with each window. The master devices for each of the two pty pairs corresponding to the two windows are opened. File descriptors "master[0]" and "master[1]" are returned, where the subscripts 0 and 1 represent the master side of the pseudo terminals corresponding to the upper and lower windows.

The terminal is then set to raw mode and echoing is
eliminated by the "chtyy" routine shown below.

```c
chtyy()
{
    struct sgttyb sbuf;

    sbuf = b; /* b is where the original tty characteristic are saved */
    sbuf.sg_flags |= RAW; /* raw mode -- no i/o processing */
    sbuf.sg_flags &= ~ECHO; /* no echo */

    ioctl(0, TIOCSETP, (char *)&sbuf); /* set terminal to new state */
}
```

It will be shown later that slave terminal files corresponding to each window are also opened. The state of each slave terminal is assigned the state previously saved from the control terminal. The file descriptors returned from opening the slave terminals for the upper and lower windows are stored in slave[0] and slave[1]. Then the call "system("csh")" is executed, causing the process to duplicate itself; the child runs the shell command interpreter and the parent waits until the child has terminated. Input/output to the shell command interpreter will then be directed to the appropriate slave terminal.

The actual physical terminal is set to raw mode so that control characters directed to any pseudo terminals have no effect on the original terminal. Otherwise, a 'control-C' given as input to a pseudo terminal might terminate the window package because of an interrupt occurring on the original terminal.
Echoing is disabled in the original terminal as well so that user input will not be echoed twice, both from the original terminal and from one of the pseudo terminals.

The communication among the "input", "output", and "shell" processes for a one window system are shown in Figure 4.4.
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Figure 4.4 Process communication
4.5.1.1 The "input_process"

A user enters commands via the keyboard; these are received by the "input_process", and sent to the master side of the pseudo terminal for the appropriate window. This is shown below:

```c
char buf;
char ibuf[512];

/* read user input from terminal, a character at a time */
read(0,&buf,1); /* read user input from terminal */
   /* 'buf' is the buffer used to store a input character */

/* write to master side of the pseudo terminal */
write(master[res],ibuf,++num);

/* where the variables
   'res' is the window number: a value of 0 represents the upper window, and a value of 1 indicates the lower window.
   'ibuf' is a pointer to the buffer of the input received
   'num' is the number of words to be written */
```

Only one "input_process" is required, regardless of the number of windows since input can only be directed to one window at a time. The window receiving input is called the current window. The "input_process" keeps track of which window is the current one.
4.5.3.2 The "shell process"

In the "shell_process" corresponding to each window, the slave side of the pseudo terminal is opened using:

```
slave[0]=open(line,2);
```

where

"line" contains the terminal file of the slave device in format "/dev/ptyp?" where ? is one of [0-9a-f]
slave[0] is the file descriptor returned from opening the slave side of the pty in the upper window.

The file descriptor returned from opening the slave terminal file is used for i/o to the shell command interpreter.

The terminal characteristics of each slave device are set to those of the physical terminal saved during initialization. The following code shows the setting of terminal characteristics for the slave device of the upper window.

```
ioctl(slave[0], TIOCSETP, (char *)&b);
ioctl(slave[0], TIOCSETC, (char *)&tc);
ioctl(slave[0], TIOSLTC, (char *)&lc);
ioctl(slave[0], TIOCLSET, (char *)&lb);
ioctl(slave[0], TIOCSETD, (char *)&l);```

The subscript in the 'slave' parameter gives the window number, where the value 0 indicates the upper window, and a value of 1 represents the lower window.

The "shell_process" routine gets its input from what is written to the master by the "input_process" routine. Both routines for the upper window are shown in Appendix 3. Since anything that is written to the master device is also
given as input to the slave device, the command entered by
the user is ultimately received by the shell. The output
from the shell process is written to the slave device, and
so is presented to the master device as input for the
"output_process".

The calls:

dup2(slave[0],0); /* input is coming
   from slave[0] */
dup2(slave[0],1); /* output is going
to slave[0] */
dup2(slave[0],2); /* error is going
to slave[0] */
system("csh");

redirect i/o to the slave device with file descriptor
slave[0]. The call 'system("csh")' duplicates the caller
process into two processes, a child process which
interpretes Unix commands, and a parent process which waits
for the child to terminate. When this call is made, i/o to
the shell command interpreter is redirected to the slave
device. Since the state of this terminal permits echoing,
input to the shell is displayed on the screen by the
"output_process".

4.5.3.3 Output_process

The "output_process" routine is in charge of
displaying text on the screen. The code for this routine is
shown in Appendix 4. The output_process gets its input from
the master device (i.e. i/o from the shell) associated with its window by the following call:

/* read from master side of the pty */
c = read(master[0], obuf1, sizeof(obuf1));

/* where the variables
 'cc' is the number of characters read
 'master[0]' is the master terminal file
descriptor for the upper window
 'obuf1' is a pointer to the buffer
to store the data */

Text is then displayed on the screen by the following:

/* display on screen */
write(1, obuf1, cc); /* obuf1 is the buffer used
to store the data */
/* cc is the number of characters
to be displayed on the screen */

4.6 The terminal window system -- an evaluation

Since a complete virtual terminal emulator is not implemented in this version of the window system, it is not possible to use full screen editors, such as vi or emacs. One possibility for displaying text on the screen would be to use "curses" [ARNOL83], the screen updating and cursor movement optimization package, which updates the screen more efficiently. This package also takes care of overlapping windows. A description of the package is available on the Unix Programmer's manual.

As the Dec Vt100 terminal is not a graphics terminal, window manipulations such as changing window size and moving
window, are very limited. Graphics terminals enable a better user interface by facilitating the use of menus, icons, and pointing devices. An implementation of the window system on a graphics Sun workstation is discussed in the following chapter.
Chapter 5: Windowing on the Sun workstation

5.1 Introduction

This chapter describes the implementation of a simple window system on the Sun workstation. The Sun workstation is a personal computer that combines high resolution graphics and powerful local processing. The workstation is based on the Motorola 68000 processor. It has a monochrome bit map display with 1024x800 visible pixels and 265K of on-board RAM with memory management.

The Sun workstation supports low level pixel manipulation and raster operations. A collection of high level graphics routines called Suncore is also available. Suncore, a subset of the Core graphics standard, supports the Core level 3 input devices, output level 3C, and two and three-dimensional graphics.

The window package implemented on the Sun workstation is a C program that uses Suncore routines. Section 5.2 describes the system from the user point of view. Section 5.3 explains the overall structure of the system. The subsections describe each component in more detail. Section 5.4 looks at the programming aspect, considering the various components of the system as processes. Each window has two
processes associated with it; the "output process" which updates the screen, and the "shell process" which executes commands. Emphasis is placed on process management and communication. Fragments of programs are included to illustrate the use of Suncore routines and Unix facilities. Section 5.5 concludes the chapter with a brief look at the performance of the window system, the problems encountered in the implementation, and the pros and cons of using Suncore in the implementation.

5.2 The user view of the window system

At any instant, a user may engage in multiple concurrent activities. Each activity is displayed on a rectangular region on the physical display surface called a window. Each window represents a virtual terminal, which may be thought of as roughly equivalent to an independent physical display device.

Each virtual terminal has its own command interpreter called the shell which operates in parallel with other shells on other virtual terminals. Hence, a user working with two windows is analogous to being logged on to two physical terminals at the same time, with each terminal running a Unix shell command interpreter.

Two physical input devices are used, the keyboard and the mouse. The keyboard is used to enter alphanumeric
information, while the mouse is used both as a locator and a button device. The locator tracks the movement of the mouse, translating this movement to a corresponding movement of a pointer displayed on the physical screen. The three buttons on the mouse are used for menu selections.

When the window package is invoked, a menu is displayed on the right hand side of the physical screen. Three alternatives corresponding to the three buttons on the mouse are presented. A user can choose to create a window, destroy a window, or exit from the window package by pressing the corresponding button on the mouse. When a window is created, the boundaries of the window appear on the screen. When a window is destroyed, its virtual terminal and its shell are also destroyed. In addition, the boundaries of the window become invisible.

A rectangular box at the top of the physical display surface is called the "message box"; it is used to display any error or warning messages. For instance, if a user tries to create more than the maximum allowable number of windows, a warning message from the system will be displayed in this area, as illustrated in Figure 5.1.
Figure 5.1 Windowing on the Sun workstation

```
$ free
                    total used free     shared       buffers cache/mem
       kernel -sh    giga  mega   mega     mega     mega  giga
/dev/rd0        23019  18123  4896       86        0  2328
```

Please the following button number
1 - create window
2 - quit
3 - delete window
Outputs from the virtual terminals can be displayed on their corresponding windows concurrently. Input from the keyboard can be directed only to one virtual terminal at any given time. The position of the pointer determines which virtual terminal receives the input. If the pointer lies within the boundaries of a window, input is directed to the virtual terminal associated with that window. A user switches between windows by positioning the pointer within the boundaries of the target window.

5.3 Structure of the window package

The window system is broken into five major parts: window manager, virtual terminal, shell, input, and output. Figure 5.2 shows the various components of the window package.

![Diagram of window system](image)

Figure 5.2 Structure of the window system (graphics version)
Input to a virtual terminal is entered by the user via the keyboard. The virtual terminal receives the input, echoes it on the screen, and passes it as request to the shell. Output from the shell is given to the virtual terminal to be displayed on the physical screen.

The following sections describe the various components of the window package in more detail.

5.3.1 Window manager

The window manager is in charge of initializing the Suncore graphics package, parameters and routines. A retained segment is created for each window, from 1 to MAXWIN (maximum allowable number of windows), which stores the definition of the boundaries of that window. Initially, each retained segment is made invisible. A retained segment consisting of the definition of window boundaries is made visible when a user creates the corresponding window; the segment is made invisible again when the user destroys that window. In addition, the window manager is responsible for tracking the movement of the pointer on the physical display surface. For more sophisticated systems in which windows can be moved around or stretched, the window manager may also be in charge of the mapping of windows to the actual display screen.
5.3.2 The virtual terminal emulator

Generally, a virtual terminal emulator consists of three logical components, which are the line, the pad and the window [MEYRO81]. The line stores character string input from the user. The pad is a two-dimensional array of lines, accessible by line number and character position within that line. The pad holds the contents of a virtual terminal session. At any time, only a particular portion of the pad is displayed on the actual hardware screen. The pad provides advanced editing facilities such as cursor movement, word, line, and page deletion, character insertion, string location and substitution, text selection, etc. Finally, the window is a mapping of a virtual terminal's pad onto a display device.

A simple virtual terminal is implemented for this window system. A private cursor is maintained for each virtual terminal which indicates the current cursor position for that virtual terminal. Carriage return, line feed and line correction facilities such as backspace, delete, and tab are emulated by the virtual terminal. Scrolling is done by clearing the window and beginning the display of data from the top left hand corner of the window. Since only the line data structure is implemented, full screen editor such as vi and emacs are not possible; a pad data structure would be necessary to handle full screen editing.
5.3.2 The Shell

The shell is implemented in the same way as in the terminal version. Input to the shell is given by the virtual terminal, and output from the shell is written to a virtual terminal.

5.3.4 Input and output

The user enters alphanumeric information via the keyboard. The position of the pointer is registered by the window manager. If the pointer lies within the boundaries of a window on the physical screen, that window is called the current window, and the virtual terminal associated with that window gets the input. The virtual terminal echoes the input on the physical screen, and updates the position of the private cursor for the window.

The output of the shell is given to the virtual terminal which updates the physical screen surface and the position of its private cursor.

5.4 Process management

This section discusses the interaction of the components described in the previous section. As in the previous chapter, the components are described as processes. In this section, the interaction of each process is traced
for each menu selection a user may make. Figure 5.3 shows
the overview of the input, output, and shell processes.
Interprocess communication paths are not shown in this
diagram.

Figure 5.3 Overview of the processes
After initialization, the window manager duplicates itself into two processes using the fork system call. The parent process is called the "input_process", which is in charge of accepting input from the keyboard. The child process is the main loop of the window manager; it waits for the user to enter a menu selection. These processes are shown in Appendix 5. When a user presses a button on the mouse, the routine corresponding to the selection is executed. A portion of code for the child process is shown below:

```c
mp=fork();
if(mp==0){ /* child process is a loop for accepting request from the mouse */
  do{
    await_any_button(0,button,num); /* wait for input from mouse */
    switch(button_num){
      case 1: /* pressing the left button */
        creat(); /* of the mouse creates a window */
        break;
      case 2: /* pressing the middle button */
        quit=1; /* terminates all processes */
        break;
      case 3: /* pressing the third button */
        delete(); /* deletes a window */
        break;
      default:
        break;
    }
  }while(quit==0);
  terminate(); /* cleanup and terminate */
}

if(mp>0)
  input_process();
```

The function "await_any_button" used in the above
program fragment waits a specified time for an event to happen. A zero time parameter means the function checks once to see whether any buttons have been pressed and then immediately returns.

The rest of this section traces the actions for each menu alternative that may be selected. Section 5.4.1 discusses how the different processes are set up to accept input/output when a window is created. Section 5.4.2 looks at window destruction, and Section 5.4.3 provides a brief description on termination of the window package.

5.4.1 Creation of Windows

When a user presses the left hand button of the mouse, a routine called "creat()" is executed (refer to Appendix 6). Basically, this routine checks to see whether the maximum possible number of windows has been reached. If a window can be created, a window number is returned. The boundaries of that window are made visible by making the retained segment associated with that window visible. If the maximum possible number of windows already exist, an appropriate message will be displayed. If a window is created, the process duplicates itself. The parent process returns to the loop for menu selection. The child duplicates itself into two processes. One process, called the "shell_process", runs the shell command interpreter, while the other process, called the "output_process",
updates the physical screen. The processes described above are depicted graphically in Figure 5.4.

![Diagram](image)

**Figure 5.4** Window creation

This means that for each window created, there are two more processes running, namely the "shell_process" and the "output_process". As in the terminal version of the window system, only one "input_process" is required independent of the number of windows because input can only be directed to one window at a time. Since update to several windows can be done simultaneously, a separate output process is needed.
for each window.

The communication among the input, output and shell processes is shown in Figure 5.5 and the code for these processes is given in Appendix 7. Both pipes and the ptys are used for process communication.

"input_process"

read from keyboard

write to pipe (for echoing)

write to master device
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"output_process"

read from pipe
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read from master device and update screen

"shell_process"

read from slave device, execute command and write output to slave device

text

Figure 5.5 Interprocess communication
5.4.1.1 Input process

As mentioned earlier, the routine "input_process" accepts input from the keyboard. When a user types on the keyboard, the process checks to find out to which window the input is directed. If the input is valid (i.e. the position of the pointer is within a window), the input string is written to the pipe associated with that window by the following system call:

```c
write(disp[check][1], st, l);
```

where

```c
c char st[512]; /* st is a pointer to a buffer containing */
  /* the input received from the keyboard */
int check;  /* check is the window number */
int l;     /* l is the number of characters written */
```

The above system call writes the contents of the buffer "st" to a pipe, where the constant "check" provides the window number. Each window has a number associated with it, from 1 to MAXWIN (the maximum number of window is defined as a variable before execution). It will be shown later that the "output_process" of that window reads from this pipe and echoes the command on the physical screen.

The input from the user is also written to the master device by the following system call:

```c
write(master[check], st, l);
```

This writes the string to the master device of window number "check", which will in turn pass the input to the shell.
5.4.1.2 Shell_process

The process which runs the shell is called the "shell_process". Each window has a shell process associated with it, to which the window number was passed as an argument when the process was created. The input to the shell comes from the pty slave device. Output and error messages resulting from the command execution are written to the slave device. This is done by the following system calls:

```c
dup2(slave[number],0); /* process gets input from the file descriptor(fd) slave[number] */
dup2(slave[number],1); /* process output goes to fd slave[number] */
dup2(slave[number],2); /* process error message goes to fd slave[number] */
system("csh");
```

where "number" is the window number.

The call "system("csh")" spawns a child process that runs a C-shell command interpreter and makes the parent of the process wait until the child dies.

The "shell_process" routine gets its input from what is written to the master in the "input_process" routine. Since anything that is written to the master device is given as input to the slave device, the shell command entered by the user is given to the shell as input. The output from the shell process is written to the slave device, where it is presented to the master device as input for the "output_process".
5.4.1.3 Output_process

The "output_process" routine is in charge of displaying text on the screen. Temporary segments are used to display text. The window number is passed as an argument to the display function. The parameters xy[nu].intx and xy[nu].inty store the position of the private cursor for window number "nu", which is the position from which to start the display of a character string. The "output_process" also keeps track of the cursor and the number of characters displayed so that the cursor can be updated appropriately by the move function each time a character string is displayed.

The output_process gets its input either from the pipe (i.e. echo user command) or from the master device (i.e. output from shell) associated with its window. Instead of polling each descriptor, the select system call is used to synchronize the inputs so that only input from the pipe and the master device are accepted. Input from other descriptors is ignored. The next section provides a detailed description of the use of the select system call.

5.4.1.4 The select system call

The system call select

nfound=select(nfds,readfds,writefds,exceptfds,timeout)
examines the i/o descriptors specified by the bit masks readfds, writefds, and exceptfds to see if they are ready for a read, a write or have an exceptional condition pending. Details of how the select call works are available in select(2) in the Unix Programmer's Manual.

The select system call returns a mask of those descriptors which are ready. The number of descriptors that are ready is returned in nfound.

The following fragment of the "output_process" program shows how the bit mask for the descriptors is set up:

```c
master_mask=(1<<master[number]);
disp_mask=(1<<disp[number][0]);
readfds=master_mask|disp_mask;
```

Since the "output_process" is only interested in finding out whether any input is pending, only the read bit mask is set, and the mask for write and exceptional conditions are assigned a value of zero. This is shown in the following:

```c
readset=readfds;
select(16,&readset,0,0,timeout);
```

If select returns a positive value, then there is at least one descriptor that is ready to be read. The following code checks which descriptor is ready to be read:

```c
if(readset & master_mask) /* if master device ready to read */
if(readset & disp_mask) /* if pipe ready to read */
```

If the master device is ready to read,

```c
cc=read(master[number],obuf,sizeof(obuf))
```
puts the information in the buffer called obuf, and
display(obuf,cc,number)
will put the contents of obuf on the window "number".

5.4.2 Destruction of Windows

When a user presses the right button on the mouse, the
delete routine is invoked. The code for the delete routine
is shown in Appendix 8. The user has to position the
pointer (mouse) on a particular window to delete that
window. The position of the mouse is returned by the
function

await_any_button_get_locator_2(0,1,&buttons,&nx,&ny),
which returns immediately since the time parameter is zero.
The position of the mouse in NDC is returned in nx and ny.
Since the user only knows about window positions in WC, the
values returned by the locator must be mapped to WC. The
function

map_ndc_to_world_2(nx,ny,&wx,&wy)
returns in WC the position of the pointer in wx and wy. The
"checklocator" function returns the window number if the
points nx and ny lie within a window; otherwise it returns a
value of zero. If the window number is valid, the contents
within the boundaries of that window are made invisible on
the screen by filling the area within the window with the
background pattern. The "paint" function, shown in Appendix
8, contains the code to accomplish this. The boundaries of that window are also erased by making the segment associated with the window invisible.

In addition to removing the boundaries and contents of the window the user wants to delete, the output_process and the shell_process associated with that window are killed.

5.4.3 Termination

When a user presses the middle button, the "terminate" routine is invoked. This routine is shown in Appendix 9. It cleans up all processes, killing all "shell" and "output_processes" for all windows and closes the Suncore graphics package so the user can exit gracefully from the window package.

5.5 Suncore -- an evaluation

Several problems were encountered during the implementation of the window package on the Sun workstation. Although the response time for i/o is reasonable, the locator position is not updated as quickly as it should be. This means that occasionally when the user has just moved the mouse to another window, the input will still go to the previous window.

Only two windows may be created on this window system.
One of the reason is that each time a window is created, two more processes, namely the "shell_process" and the "output_process", are created. These two processes duplicate the image of their parent process. Hence, considerable storage is taken up. When this package tries to run more than two windows, the fork system call, which is used to duplicate processes, fails, because there is not enough swap space in the existing system configuration to accommodate the necessary amount of code.

It is suggested that lower level routines such as raster operations (available in the Suncore extension) and pixel manipulation routines should be used instead of high level Suncore routines. Lower level routines could be used to save storage so that more windows could be run concurrently. In addition, the response rate of the package would be improved.
Chapter 6. Other window systems

6.1 Introduction

This chapter describes the implementation of several windowing systems, particularly the SunWindow package, the Apollo Domain system and the Blit terminal. Several window packages available on personal computers are also examined.

6.2 The SunWindow Package

The Sun Window system is made up of three levels: "pixrect", "sunwindows" and "suntools". The lowest level is the pixrect, which provides facilities for pixel manipulations, clipping, mouse tracking, and the display of characters. The sunwindow layer supports window manipulations and overlapping windows. The highest level is the suntool layer which makes use of the lower level windowing facilities to support applications such as pop-up menus, icons, and terminal emulators.

6.2.1 Windows

In the SunWindow package, each window is a device which is represented by a special file in the "/dev" directory. A window is created by opening the device using
the open system call, and storing its position on the screen in a window database.

The window database is a strict hierarchy. Each window (except the root window) has a parent and zero or more siblings and children. A parent is older than its children. Parents also enclose their children, so the images of children that lie outside the boundaries of the parent are clipped. Every window has links to its parent, its older and younger siblings, and its oldest and youngest children.

When a window is created, an entry is made in the window database and links to its neighbours are defined. Once a window's links have been defined, the window is inserted into the tree of windows and the pointers to neighbours are modified. At this point, the window is available for I/O to the screen. Rearrangements of the position of a window on the screen will change the relationships of the window in the database.

When a window is being updated, that window is "locked" so that its entry in the window database cannot be changed. This prevents simultaneous updates to the database entry for the window or to the information displayed in the window.

A window is considered damaged when its image does not appear as it should on the screen. For instance, parts of the window may be covered by another window. When a window
is damaged, a portion of the window image must be repaired. A signal called SIGWINCH is sent to the appropriate process so that actions will be taken to repaint parts of the window.

6.2.2 Input

Inputs are received either from the keyboard or the mouse. Inputs are classified as events that generate ASCII characters, events invoked by pressing a button on the mouse and events related to cursor motion and window manipulation. Inputs from multiple devices are collected from multiple sources, serialized and distributed rather than by polling multiple streams. Each window has an input mask associated with it, which is used in a similar way to those in the select system call to determine the types of input the window accepts. Input events are checked against the input mask of the target window. Events that are of interest to a window are accepted and appended to the input stream for that window; other events are redirected or ignored.

6.2.3 Suntool

The suntool layer involves the use of the lower level facilities to build "tools" or application programs that provide a user interface. It provides one or more processes to do the actual application work. Simple tools might
include a calculator, a bitmap editor or a terminal emulator.

A typical tool is built as a tool window which contains a set of subwindows. The subwindows form a tree rooted at the tool window. Before a tool can be started, parameters such as the position of the window and the parent window must be initialized. Then the tools are given their own process and process group, and the Unix signal system is initialized to pass appropriate signals to the tool.

6.2.4 The terminal emulator

This section provides a brief description of the implementation of the tool that emulates the Sun terminal. First, a subwindow that runs the terminal emulator is initialized, and an entry for it is made in the window database. Then the Unix environment and terminal characteristics are passed to the subwindow. In addition, the signal SIGWINCH will be caught by the subwindow process if there is a change of window size. Moreover, i/o is directed to the terminal emulator. The subwindow process then forks itself to run a shell command interpreter and passes the input and output masks set by the subwindow to the shell process.

6.1 The Apollo Domain System

This section discusses windowing on the Apollo Domain
(Distributed Operating Multi-Access Interactive Network) system. The Apollo consists of a 1024x800 bitmap display, a keyboard with programmable function keys and an optional mouse. The Domain system runs the Aegis operating system. The operating system consists of many different modules or components which facilitate the implementation of multitasking windows. For instance, the process manager controls resource allocation, the stream manager (STREAM) performs all sequential i/o, the program manager sets up the environment for the user program including input and output files (pads), and the display manager (PAD) manipulates windows, which are in form of pads, to display text on the screen.

6.3.1 Pads

A pad is basically a sequential file where a line of text is a record. There are four different kinds of pads: edit, read/edit, input and transcript pads. Edit pads are used for editing files, while read/edit pads are used to view files in a read-only mode. Input pads accept keyboard input a line at a time. There is a transcript pad associated with each input pad, containing a transcript of the user's dialogue with the program, which is similar to the "script" program in Unix.
6.3.2 The display manager and the shell

A user can issue commands either to the display manager or the shell. Commands directed to the display manager affect the appearance of the screen. For instance, a window (read/edit pad) can be created to do editing. Commands can be issued to the display manager to create and manipulate windows, or program function keys, while commands given to the shell are interpreted and programs are executed.

When the system is started up, the display manager and the shell are initialized. Figure 6.1 shows the user environment of the Domain system.
Figure 6.1 User program environment
The shell interprets typed commands and invokes user programs. Before a user program is invoked, the shell calls the program manager which sets up the input and output files (pads) by making calls to the stream and display managers. To read or write disk files, serial lines, or other objects, a program makes system calls to the stream manager, since input or output can be performed to any object by treating it as a stream.

The display manager interacts with the keyboard and display. The display is updated in response to calls from programs and commands issued by the user. The display manager also uses the stream manager to create, delete and manage or redirect i/o files (pads) for programs. Finally, user programs can also call the program manager to invoke other programs.

6.4 The Blit terminal

The Blit is a programmable graphics terminal designed specifically to run with the Unix operating system. It supports multitasking and overlapping windows. Since several processes are using a single terminal for their i/o, it can be annoying if a process using the terminal interactively is maintaining the full screen, and output from background processes modifies the screen image. Hence, a small time-shared operating system, called mpxterm (
multiplexed terminal) has been developed for the Blit. The terminal is multiplexed between the processes, so that input and output from different processes are kept separate. An overview of mpxterm is shown in Figure 6.2.

![Diagram of mpxterm](image)

**Figure 6.2 Overview of mpx**

A user Unix program, mpx, communicates with mpxterm, running in the terminal. The protocol used multiplexes i/o on a single RS-232 cable running from the terminal to the host. The multiplexing connects Unix system process groups one-to-one to processes in the terminal. The shell and the programs it invokes, such as editors and compilers, are members of a single process group. The mpx program couples each process group to an independent terminal process in the Blit. Mouse and keyboard input can only be directed to a single process (i.e. the current window) at any one time.
The output of each terminal process occupies a rectangular part of the screen, called a window and windows can be overlapped.

6.5 Other window packages

This section provides a brief comparison of several window packages available on personal computers. Most window packages provide overlapping windows and allow the user to manipulate the windows to a certain extent. However, packages such as VisiOn and DesQ do not support multitasking. This means that a user has to wait for a program to exit before another program can start running. This makes multiple windowing unnecessary in most cases since the user is essentially running a single task and usually only a single display area is needed. Packages that support multitasking include the WindowMaster, Windows, and Concurrent DOS. A comparison of the features of these packages follows.
<table>
<thead>
<tr>
<th>Name</th>
<th>DesQ</th>
<th>Vision</th>
</tr>
</thead>
<tbody>
<tr>
<td>Manufacturer</td>
<td>Quarterdeck Office Systems</td>
<td>VisiCorp</td>
</tr>
<tr>
<td>Application</td>
<td>Existing MS-DOS programs</td>
<td>Calc, Graph, Word, Query</td>
</tr>
<tr>
<td>programs</td>
<td>and a simple text editor</td>
<td></td>
</tr>
<tr>
<td>Graphics</td>
<td>character-based</td>
<td>bit-mapped</td>
</tr>
<tr>
<td>Hardware</td>
<td>IBM PC or compatible, 256K</td>
<td>IMB PC XT, Eagle and Compaq,</td>
</tr>
<tr>
<td>required</td>
<td>bytes of RAM plus enough</td>
<td>TI professional, Wand PC,</td>
</tr>
<tr>
<td></td>
<td>memory for largest application</td>
<td>Honeywell 7900, color/graphics</td>
</tr>
<tr>
<td></td>
<td>5-megabyte hard disk</td>
<td>adapter, 512 bytes of RAM,</td>
</tr>
<tr>
<td></td>
<td></td>
<td>optical mouse</td>
</tr>
<tr>
<td>Multitasking</td>
<td>no</td>
<td>No</td>
</tr>
<tr>
<td>Mouse support</td>
<td>optional</td>
<td>yes</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Name</th>
<th>WindowMaster</th>
<th>Windows</th>
<th>Concurrent DOS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Manufacturer</td>
<td>Structured Systems Group</td>
<td>Microsoft</td>
<td>Digital Research</td>
</tr>
<tr>
<td>Application</td>
<td>Existing MS-DOS or CP/M-86</td>
<td>Existing MS-DOS and specially</td>
<td>Existing MS-DOS or CP/M-86</td>
</tr>
<tr>
<td>program</td>
<td>programs</td>
<td>designed programs</td>
<td>programs</td>
</tr>
<tr>
<td>Graphics</td>
<td>no</td>
<td>bit-mapped</td>
<td>character-based</td>
</tr>
<tr>
<td>Hardware</td>
<td>IBM PC or compatible,</td>
<td>IBM PC or compatible,</td>
<td>At least 256K bytes of RAM</td>
</tr>
<tr>
<td>required</td>
<td>192K bytes, two floppy-disk drives</td>
<td>192K bytes, two floppy-</td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td>disk drives</td>
<td>disk-drives</td>
</tr>
<tr>
<td>Multitasking</td>
<td>yes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Mouse support</td>
<td>no</td>
<td>yes</td>
<td>no</td>
</tr>
</tbody>
</table>
Chapter 7. Conclusion

The elements necessary to implement a window system running in the Unix environment have been examined in this thesis.

A two-window system has been implemented on a vt100 terminal which illustrates some of the techniques used in windowing under Unix, while an implementation on the Sun workstation shows the flexibility gained by the use of a graphics terminal. For instance, the mouse may be used as a pointing device and menu selection accomplished by pressing a button on the mouse. More sophisticated window systems permit overlapping windows, icons, and manipulating window sizes and positions.

Hardware configuration plays an important part in window systems. For instance, the Sun workstation used for this thesis allows only two windows to be run concurrently due to insufficient swap space.

A complete virtual terminal, which allows full-screen editors such as vi and emacs to run within a window, has not been implemented. Virtual terminal emulators are, however, an important aspect of a window system which are necessary to be able to exploit the full capabilities that can be provided by windowing. An increasing number of companies
are now developing window packages that also support multitasking; this is an essential feature if one is to develop the desktop concept to the fullest.
Appendix 1. Summary of functional capabilities of Core system levels

A. Output level summary

<table>
<thead>
<tr>
<th>Functional capabilities</th>
<th>Level 1</th>
<th>Level 2</th>
<th>Level 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Output primitives and primitives attributes</td>
<td>yes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Viewing</td>
<td>yes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Control</td>
<td>yes</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Temporary segments</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Retained segments</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Highlighting segment attribute</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Image Transformation segment attribute</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Detectability segment</td>
<td>no</td>
<td>yes, if input level 2 or 3</td>
<td>yes, if input level 2 or 3</td>
</tr>
</tbody>
</table>
### B. Input level summary

<table>
<thead>
<tr>
<th>Functional capabilities</th>
<th>Level 1</th>
<th>Level 2</th>
<th>Level 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Device initialization</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Synchronous interaction functions</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Echo control</td>
<td>no</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>Explicit enable/disable</td>
<td>no</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>Event queue management</td>
<td>no</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>Sampled device read functions</td>
<td>no</td>
<td>no</td>
<td>yes</td>
</tr>
<tr>
<td>Associations</td>
<td>no</td>
<td>no</td>
<td>yes</td>
</tr>
</tbody>
</table>

### C. Dimension level summary

<table>
<thead>
<tr>
<th>Functional capabilities</th>
<th>Level 1</th>
<th>Level 2</th>
</tr>
</thead>
<tbody>
<tr>
<td>2D primitives, attributes, viewing, input</td>
<td>yes</td>
<td>yes</td>
</tr>
<tr>
<td>3D primitives, attributes, viewing, input</td>
<td>no</td>
<td>yes</td>
</tr>
</tbody>
</table>
### Appendix 2. GKS level concept

<table>
<thead>
<tr>
<th>Output Level</th>
<th>Input Level a</th>
<th>Input Level b</th>
<th>Input Level c</th>
</tr>
</thead>
<tbody>
<tr>
<td>m</td>
<td>No input, minimal control, only individually set attributes, 1 selectable normalization transformation, and subset of output functions and attributes</td>
<td>REQUEST input mode setting and initialise functions for logical input devices, no PICK</td>
<td>SAMPLE and EVENT input, no PICK</td>
</tr>
<tr>
<td>0</td>
<td>Basic control, predefined bundles, multiple normalization transformation facilities but minimum settable required is 1, and all output functions, meta-area workstations optional</td>
<td>Set viewport input priority</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>Full output including full bundle concept, multiple workstations concept, basic segmentation (everything except Workstation Independent Segment Storage), meta-area workstations required</td>
<td>REQUEST PICK, mode setting and initialise for PICK</td>
<td>SAMPLE and EVENT input for PICK</td>
</tr>
<tr>
<td>2</td>
<td>Workstation Independent Segment Storage</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Each box contains only those functions added to the previous boxes of the same row and column.
Appendix 3. Code for the input and shell processes for the upper window

/* shell process runs on window 1 */
shell1()
{
    int t;

    /* gets file descriptor for control terminal */
    t = open("/dev/tty", 2);
    if (t >= 0) {
        ioctl(t, TIOCNOTTY, (char *)0);
        (void) close(t); /* close control terminal */
    }

    /* define scrolling region */
    write(1,topscr,sizeof(topscr));

    slave1(); /* open slave device for window 1 */
    (void) close(slave[1]);
    (void) close(master[0]);
    (void) close(master[1]);
    dup2(slave[0], 0); /* redirect i/o */
    dup2(slave[0], 1);
    dup2(slave[0], 2);
    (void) close(slave[0]);
    system("csh"); /* spawns a shell process */
}

/* open tty for window 1 */
slave1()
{
    line = save_line[0];
    line[strlen("/dev")]) = 't';
    slave[0] = open(line, 2); /* open tty */
    if (slave[0] < 0) {
        perror(line);
    }
fail();
}

/* set terminal state */
ioctl(slave[0], TIOCSETP, (char *)&b);
ioctl(slave[0], TIOCSETC, (char *)&tc);
ioctl(slave[0], TIOCSLTC, (char *)&lc);
ioctl(slave[0], TIOCSET(0), (char *)&lb);
ioctl(slave[0], TIOCSDT, (char *)&l);

/* input process */
/* reads from standard input, checks if command is switch window */
/* if it is a shell command, write to master */

char buf;
char ibuf[BUFSIZE];

input()
{
    result=0;
    for (;;) {
        read(0, &buf, 1);
        ibuf[0]=buf;
        if(buf==ESC) {
            read(0, &buf, 1);
            if(buf==ESC) {
                result=((result+1)&2);
                if(result==0)
                    write(1, top_pos, sizeof(top_pos));
                else
                    write(1, low_pos, sizeof(low_pos));
                write(1, savecur, sizeof(savecur));
                fflush(ibuf);
            }
            else
                ibuf[1]=buf;
            write_master(1, result);
        }
    }
    else
        write_master(0, result);
}
/* write string to master */

write_master(num, res)
int num, res;
{

    /* write to appropriate window, if that window exit,
       write to the other window. If both window exited, quit */

    if (write(master[res], ibuf, ++num) == -1) {
        if (write(master[(res+1)%2], ibuf, ++num) == -1)
            done();
    }

    return;
}
Appendix 4. Code for the output process for the upper window

/* output redirection for window 1 */
outl()
{
    char obuf1[BUPSZ];
    int cc;
    int flag1;

    flag1=0;
    (void) close(0);
    (void) close(slave[1]);
    (void) close(master[1]);

    for (;;) {
        cc = read(master[0], obuf1, sizeof(obuf1));
        if (kill_output1 == 1){
            write(1, msg1, 15);
            break;
        }
        if(cc>0){
            if(flag1==0){
                /* place cursor on upper left hand corner */
                write(1, top_pos, sizeof(top_pos));
                ++flag1;
            }
            if(flag1==1)
            write(1, top, sizeof(top));
            /* save cursor position */
            write(1, savecur, sizeof(savecur));
            ++flag1;
        }
        /* restore cursor position */
        write(1, restcur, sizeof(restcur));
        (void) write(1, obuf1, cc);
        write(1, savecur, sizeof(savecur));
    }
}

(void) close(master[0]);
Appendix 5. Code for main program

/***************************************************************************/
/*
/*
/*
/* MAIN PROGRAM
/*
/*
/***************************************************************************/
/* This is basically the window manager which initializes */
/* parameters and routines, and set up the environment */
/* for running windows. For each window, there will */
/* be a shell_process and an output_process. The */
/* input_process receives commands for the shells */
/* and directs the input to the appropriate window. The */
/* user requests are processed by the shell command */
/* interpreter. Output from the shell is redirected */
/* and displayed on the appropriate window. */
/*
/***************************************************************************/

#include "window.h"
#include "init.h"
#include "pro.c"
#include "delete.c"
#include "create.c"
#include "in.c"

int status;

main()
{
    int i;
    int menuline;
    float mx,my;

    /* initialize core graphics */
    if(initialize_core(DYNAMICCB, SYNCHRONOUS, TWOD))
        exit(1);
    if (initialize_view_surface(get_surface(), FALSE))
        exit(2);
    if(select_view_surface(get_surface()))
        exit(3);
    set_window(0.0, 133.3, 0.0, 100.0);
set_viewport_2(0.0, 1.0, 0.0, 0.0, 0.75);
set_window_clipping(TRUE);
set_output_clipping(TRUE);
set_visibility(TRUE);
set_font(STICK);
set_charsize(charwd, charht);
set_charspace(charsp);
set_charprecision(CHARACTER);
set_image_transformation_type(XLATE2);

create_retained_segment(MSG);
close_retained_segment();

/* draw boundary of display surface */
create_retained_segment(BOUND);
move_abs_2(0.0, 0.0);
move_rel_2(133.3, 0.0);
line_rel_2(0.0, 100.0);
line_rel_2(-133.3, 0.0);
line_rel_2(0.0, -100.0);
move_abs_2(0.0, 92.0);
line_rel_2(133.3, 0.0);
close_retained_segment();
set_segment_visibility(BOUND, TRUE);

/* initialize and create window segment */
init_win();  /* initialize flags (to 0 ) that will keep track of windows that are available */
draw_win();  /* create boundaries for individual windows */
quit=0;  /* initialize flag quit=0, quit=1 means termination */
l=0;

/* initialize input device */
echo();

/* open pty's */
if (getmaster() == -1){
    print("error on pty");
    exit(-1);
}
/* print menu */
mx=90.0;
my=75.0;
sscanf(menu[0],"%d",&menuline);
create_temporary_segment();
for(i=1;i<menuline;i++){
    move_abs_2(mx,my);
    text(menu[i]);
    my-=2.0;
}
close_temporary_segment();

/* set process to ignore interrupt and quit */
signal(SIGINT,SIG_IGN);
signal(SIGQUIT,SIG_IGN);

for (i=1;i<=MAXWIN;i++)
    pipe(disp[i]);

/* spawns a new process */
mp=fork();

/* child process polls for mouse input */

if (mp==0){
do{
    await_any_button(0,&button_num); /* wait for input from mouse */
    switch(button_num){
    case 1: /* pressing the left button */
        creat(); /* of mouse creates a window */
        break;
    case 2: /* pressing the middle button */
        quit=1; /* terminates all processes */
        break;
    case 3: /* pressing the right hand button */
        delete(); /* delete a window */
        break;
    default:
        break;
}
}while(quit==0);
terminate(); /* termination */
}

/* parent process follows the movement of the mouse */
/* The current window is taken to be the window on which the pointer lies */
if (mp>0)
    input_process();

// in case of error on fork, terminate */
if(mp == -1){
    print("main fork failed ");
    exit(-1);
}
} /* end of main */
/*************** SETUP *******************/
/*
/*
/* SETUP
/*

/* setup viewsurface */
struct vwsurf *get_surface()
{
    if (getenv("WINDOW_ME"))
        return (&windowsurface);
    else
        return (&rawsurface);
}

/* setup array to store flags for windows available */
/* flag=0 implies window is available, flag=1 means window */
/* is not available */

init_win()
{

    int win_num;

    for (win_num=1; win_num<=MAXWIN; win_num++)
        win_pt[win_num]=0;
}

/* draw window boundaries and set them to invisible to */
/* start with */

draw_win()
{
    int i;
    for (i=1; i<=MAXWIN; i++)
        create_retained_segment(i);
    move_abs_2(win[i].winx,win[i].winy);
    line_rel_2(win[i].len+1.0,0.0);
    line_rel_2(0.0,-win[i].hght);
    line_rel_2(-win[i].len-1.0,0.0);
    close_retained_segment();
    set_segment_visibility(i,FALSE);
}
/* set echo surface and position for input devices used */
/* i.e the mouse and the keyboard */

echo()
{
    initialize_device(KEYBOARD, 1);
    initialize_device(BUTTON, 1);
    initialize_device(BUTTON, 2);
    initialize_device(BUTTON, 3);
    initialize_device(LOCATOR, 1);
    set_echo(KEYBOARD, 1, 0);
    set_echo(BUTTON, 1, 1);
    set_echo(BUTTON, 2, 1);
    set_echo(BUTTON, 3, 1);
    set_echo(LOCATOR, 1, 1);
    set_echo_surface(KEYBOARD, 1, get_surface());
    set_echo_surface(BUTTON, 1, get_surface());
    set_echo_surface(BUTTON, 2, get_surface());
    set_echo_surface(BUTTON, 3, get_surface());
    set_echo_surface(LOCATOR, 1, get_surface());
    set_echo_position(KEYBOARD, 1, 0.0, 0.73);
    set_echo_position(BUTTON, 3, 0.0, 0.74);
    set_echo_position(LOCATOR, 1, 0.0, 0.74);
}

/* print messages on message window */

print(string)
char *string;
{
    set_segment_visibility(MSG, FALSE);
    delete_retained_segment(MSG);
    create_retained_segment(MSG);
    move_abs_2(0.0, 95.0);
    text(string);
    close_retained_segment();
    set_segment_visibility(MSG, TRUE);
};
Appendix 5. Code for window creation

/* the 'creat' routine creates a window on the screen */

#include "process.h"
creat()
{
    int num;
    int count_win;

    count_win=0;    /* initialize not available window to 0 */

    for(num=1;num<=MAXWIN;num++){
        if(win_pt[num]==0){
            win_pt[num]=1;
            set_segment_visibility(num,TRUE);
            set_segment_highlighting(num,TRUE);
            break;          /* exit from loop */
        }
        ++count_win;
    }

    /* if no window available, return to caller */

    if (count_win == MAXWIN){
        print("exceeds maximum number of window");
        return;
    } /* if */

    /* initialize position of cursor */
    xy[num].intx=1;
    xy[num].inty=1;

    /* fork to shell process and output process */
    /* num is window number that gets passed to processes */

    winp[num]=fork();

    if (winp[num] == 0){
        shellp[num]=fork();
        }
if (shellp[num] > 0)
    shell_process(num);
if (shellp[num] == 0)
    output_process(num);
if (shellp[num] < 0)
    print("shell fork failed");
    return;
}

/* parent return to main loop -- mouse input */
if (winp[num] > 0)
    return;

/* if fork failed - print error message and return */
if (winp[num] < 0)
    print("window fork failed");
    return;
}

} /* end of creat() */
Appendix 7. Code for input, output and shell processes

/***************************************************************************/
/* This program discusses the three processes: */
/* - input_process waits for user typed commands */
/* - output_process echo shell input commands and */
/* puts output from shell to the appropriate place */
/* on the screen */
/* - shell_process interpretes user command and execute */
/* appropriate programs */
/* */
/***************************************************************************/

int check;
char st[512];

/* input process */

input_process()
{
  float nx,ny;  /* NDC coordinates of locator */
  float wx,wy;  /* coordinates of locator in WC */
  int buttons;

  signal(SIGQUIT,handler);
  signal(SIGINT,handler);
  for(i=1;i<MAXWIN;i++)
    (void) close(disp[i][0]);
  (void) close(1);
  for(;;){
    do{
      wait_keyboard(10,1,st,&l);
    }while(l==0);

    await_any_button_get_locator_2(1,1,&buttons,&nx,&ny);
    map_ndc_to_world_2(nx,ny,&wx,&wy);
    if((check=checklocator(wx,wy))==0){
      if(write(master[check],st,1)==-1)
        print("error on write");
      else
        write(disp[check][1],st,1);
    }
  }
}
handler(a)
int a;
{
signal(a,handler);
write(master[check],st,1);
}

/***************************************************************************/

/* output process */

#include<errno.h>
#include<sys/time.h>

struct timeval timeout={0,0};
extern int errno;

output_process(number)
int number;
{

int master_mask,disp_mask,readfds,readset;
int sel;

char obuf[BUFSIZ];    /* declare output buffer */
int cc;
int i;

(void) close(0);
(void) close(disp[number][1]);

master_mask=(1<<master[number]);
disp_mask=(1<<disp[number][0]);
readfds = master_mask | disp_mask;

for (;;) {
    readset=readfds;
    sel=select(16,&readset,0,0,timeout);

    if(sel<=0){
        if(errno==EINTR){    /* return from interrupt handler */
            readset=readfds;
            continue;
        }
    }
}
}  
else{  /* error */  
    print("error on select");  
    exit(-1);  
}  
}  

if(readset & master_mask)  
cc = read(master[number], obuf, sizeof(obuf));  
if(cc >0)  
    display(obuf,cc,number);  
}  

if(readset & disp_mask)  
cc = read(disp[number][0],obuf,sizeof(obuf));  
if (cc>0)  
    display(obuf,cc,number);  
}  

} /* for */  
}  

***************************************************************************/  

/* shell process */  
shell_process(number)  
int number;  
{  
    int t;  
    int i;  
    signal(SIGQUIT,SIG_DFL);  
    signal(SIGINT,SIG_DFL);  
    (void) close(disp[number][0]);  
    (void) close(disp[number][1]);  
    t = open("/dev/tty", 2);  
    if (t >= 0) {  
        ioctl(t, TIOCNOTTY, (char *)0);  
        (void) close(t);  
    }  
    if(getslave(number) == -1)  
        return;  
    for(i=1;i<=MAXWIN;i++)  
        if(i!= number){  
            (void)close(slave[i]);  
            (void)close(master[i]);  
        }  
    (void) close(master[number]);  
    dup2(slave[number], 0);  
    dup2(slave[number], 1);
dup2(slave[number], 2);
(void) close(slave[number]);
system("csh");
}

/ * open a pseudo terminal */

#include <strings.h>
getmaster()
{
char c;
struct stat stb;
int i;
int number;

number=1;
for (c = 'p'; c <= 's'; c++) {
  line[strlen("/dev/tty")]) = c;
  line[strlen("/dev/pty")]) = '0';
  if ((stat(line, &stb) < 0)
    break;
  for (i = 0; i < 16; i++) {
    line[strlen("/dev/pty")]) = "0123456789abcdef"[i];
    master[number] = open(line, 2);
    if (master[number] >= 0) {
      strcpy(savepty[number],line);
      ioctl1(0, TIOCGGETP, (char *)&b);
      ioctl1(0, TIOCGGETC, (char *)&tc);
      ioctl1(0, TIOCGGETD, (char *)&l);
      ioctl1(0, TIOCGLTC, (char *)&lc);
      ioctl1(0, TIOCLGET, (char *)&lb);
      number++;
    }
  }
  if (number>MAXWIN)
    return;
}
print("Out of pty's");
return(-1);
}

/ * open tty */
getslave(nu)
int nu;
{
  char save[10];
saveptynull[strlen("/dev/")] = 't';
strncpy(save, saveptynull, 10);
slave[nul] = open(save, 2);
if (slave[nul] < 0) {
    perror(line);
    return(-1);
}
ioctl(slave[nul], TIOCSETP, (char *)&b);
ioctl(slave[nul], TIOCSETC, (char *)&tc);
ioctl(slave[nul], TIOCSLTC, (char *)&lc);
ioctl(slave[nul], TIOCLSET, (char *)&lb);
ioctl(slave[nul], TIOCSETD, (char *)&l);
return;
Appendix B. Code for window deletion

/* delete window */
delete() {
    float nx, ny, wx, wy;
    int buttons;
    int check;

    await_any_button_get_locator_2(0, 1, &buttons, &nx, &ny);
    map_ndc_to_world_2(nx, ny, &wx, &wy);
    check = check_locator(wx, wy);
    if (check != 0) {
        paint(check);
        kill(winp[check], SIGKILL);
        set_segment_visibility(check, FALSE);
        win_pt[check] = 0; /* release window to free list */
    }
    return;
}

paint(nu) int nu; {
    set_fill_index(0);
    create_temporary_segment();
    move_abs_2(win[nu].winx, win[nu].winy);
    polygon_rel_2(x_array, y_array, 4);
    close_temporary_segment();
}
Appendix 2. Code for window termination

/* termination and cleanup of processes*/
terminate()
{
    kill(0, SIGTERM);  /* kill all processes */
terminate_device(KEYBOARD, 1);
terminate_device(BUTTON, 3);
terminate_device(LOCATOR, 1);
deselect_view_surface(get_surface());
exit(0);
}
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