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Abstract

The evolution of OOP in the late 80's has led to the development of various OO design and analysis methodologies and tools that support these methodologies. However, many of these tools are based on supporting the top-down style of development associated with the traditional waterfall life cycle. The iterative, incremental object-oriented life cycle more easily accommodates change, encourages reuse, recognizes that the analysis, design and implementation phases are necessarily less distinct, and recognizes that development consists of many analysis, design, and implementation cycles. Moreover, these activities are bi-directional with reanalysis and redesign often being driven by changes at the implementation level. Supporting tools and environments must therefore be bi-directional to ensure synchronization between analysis, design and implementation documentation.

In this thesis, we describe the design and implementation of COIN, a tool for Smalltalk programmers that provides support for both top-down and bottom-up development. COIN aims to move towards the goal of unifying design and implementation by providing facilities for creating interaction and collaboration diagrams, automatically generating Smalltalk code, and by providing automatic diagram update capabilities to cope with modifications in the Smalltalk source code.
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Chapter 1

Introduction

In this chapter we define object-oriented technology, discuss the motivation for our work, and give an overview of the organization of the thesis.

1.1 Object-Oriented Technology

Software is inherently complex; the complexity of today's software systems often exceeds the human intellectual capacity. The task of software development is to simplify such complexity. However, human cognition is limited in dealing with complex systems as a whole, so humans cope through the use of decomposition, abstraction, and hierarchy. Object-Oriented technology is considered by many people a promising new approach to controlling software complexity.

1.1.1 What is Object-Oriented?

"The object-oriented approach attempts to manage the complexity inherent in real-world problems by abstracting out knowledge, and encapsulating it within objects" [Wirfs-Brock 90]. In object-oriented technology, a system is modeled as a set of interacting objects; an object is an entity that combines both data (or state) and behavior. Object-Oriented technology has become very popular in recent years due to
the many benefits it promises to provide, and, in particular, its approach to managing complexity and encouraging reuse of software components.

1.1.2 Benefits

Many people have high hopes for the object-oriented paradigm. This trust is based on the benefits that object-oriented technology promises to provide. These benefits include:

- **Reusability**: By reducing the interdependency among software components, object-oriented technology permits the development of reusable software components. By building class libraries and using the notion of frameworks, previously built components can be used in the development of new software systems.

- **Faster development**: The ability to use reusable components will reduce development time, as we will eliminate the time and effort needed to design, build and test the reused components.

- **Increased productivity**: Reusing components produces software that is more reliable and easier to update, since fewer iterations are needed, and revisions are more localized.

- **Extensibility**: As the interdependencies among software components are reduced, and through the use of encapsulation, information hiding, and inheritance we can extend our software systems more easily. We can modify existing behavior without affecting the rest of the system.
1.1.3 Characteristics

There are four characteristics that need to be present in an object-oriented system [Rumbaugh 91]:

- *Abstraction*: denotes the essential characteristics of an object that distinguish it from other objects. Abstraction focuses on the view of an object as seen from the outside.

- *Encapsulation*: is the process of hiding the details of an object that do not contribute to its essential characteristics. Abstraction and Encapsulation are complementary concepts. Abstraction focuses on the outside view of an object, while encapsulation prevents clients from seeing the inside view of an object.

- *Polymorphism*: comes from the two Greek words poly (many), and morphos (form)-multiform. In object-oriented systems, polymorphism permits many objects to respond to the 'same message' each in their own way. Polymorphism reduces the name space in large systems and promotes the generation of reusable, generic code.

- *Inheritance*: defines a relationship among classes, where attributes and behavior are shared among classes based on a hierarchical inheritance structure. Such code sharing can often reduce the amount of code by 40% when compared with traditional software systems.

1.1.4 Software Development

Object-Oriented development is a way of thinking about software, based on abstractions that exist in the real world [Rumbaugh 92]. The activities involved in object-oriented development include:
• Discovering or defining the different objects of the system
• Factoring object behavior
• Identifying relationships between objects
• Specifying message protocols
• Implementing objects and their relationships

Object-Oriented development is most often practiced using an iterative approach. Using iterative development, the software is integrated early and often at each iteration instead of at the end of the project. Frequent integration dramatically reduces risk by exposing problems early in the project life cycle.

*Object-Oriented Analysis* is a method that examines requirements from the perspective of the classes and objects found in the vocabulary of the problem domain.

*Object-Oriented Design* is a method encompassing the process of object-oriented decomposition and a notation of depicting both logical and physical as well as static and dynamic models of the system under design.

*Object-Oriented Programming* is the method of implementation in which programs are organized as cooperative collections of objects, and whose classes are all members of a hierarchy of classes united via inheritance relationship. There are many different object-oriented languages in the market. They are divided into two categories: hybrid (e.g., C++, ObjectiveC), and pure (e.g., Smalltalk, Eiffel).

1.2 Motivation

The evolution of Object-Oriented Programming (OOP) systems in the early 80's created a revolution in software development by emphasizing inheritance, reuse,
and interactive environments. The object-oriented paradigm favors an iterative life cycle where in each iteration a series of deliverables is generated, where each deliverable is a refinement of a previous working one (involving analysis, design, and implementation) and ultimately leading to the final product.

In the object-oriented paradigm, the system is modeled as a set of interacting objects. In order to obtain a picture of how the objects fit into the system, we need to describe the different scenarios in which objects communicate with each others. An interaction diagram, which originated from the notion of use cases introduced by Jacobson, is a graphical notation used to describe the message flow between the different objects. There are other notations used to describe the message sending dialogue between objects such as: object diagrams [Booch 94], event trace diagrams [Rumbaugh 91], and Cunningham diagrams [Cunningham 86]. Interaction diagrams are very useful because:

- They depict the message sending dialogue between objects in a system, which gives the user the ability to understand the system under development.
- Useful information can be extracted from them, and represented in other forms such as object collaborations.
- They can be used to determine the "structure" of a system (e.g., centralized, decentralized)
- They can be used for testing the final system.
- They can be used for code generation.

Many new methodologies have emerged to support object-oriented software development (OO analysis, OO design, OO implementation). Some of the more
popular object-oriented analysis and design methodologies are Object Modeling Technique (OMT) [Rumbaugh 91], Responsibility-Driven Design [Wirfs-Brock 90], Object-Oriented Software Engineering (OOSE) [Jacobson 93], Object-Oriented Analysis (OOA) [Coad 91], and Object-Oriented Design (OOD) [Booch 94]. Many tools, such as Objectory, OMT, and Rational Rose, have been developed to support particular methodologies. The majority of these tools support the life cycle in one direction only; i.e., top-down: from analysis to design to implementation.

Unfortunately, there are only few tools (Syncronicity, Together/C++) that provide any support at all for the integration of changes in the bottom-up direction. In OOP systems, it is very difficult to separate design from programming since in the implementation level libraries are accessed and browsed on-line, while in design the programming libraries are taken into account to maximize reuse. In other words, library evolution affects design choices and successful designs get incorporated into the libraries.

In order to integrate analysis, design, and implementation we need to develop an environment that supports bi-directional life cycle development where design is used to drive implementation and implementation is used to drive design. Bottom-up tools are very important since reuse is an important aspect of OOP systems. Our aim was to develop a tool that would provide support for bi-directional development facilities:

**Top-Down**

- Build interaction diagrams.
- Extract useful information from the interaction diagrams and represent that information to the user in other forms (e.g., collaborations, CRC cards).
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- Facilitate the coding process by generating Smalltalk code constructs based on the information embedded in the interaction diagram.

*Bottom-Up*

- Update interaction diagrams automatically to reflect any changes in the code based on a comparison between the messages in the design (interaction diagram) and the implementation (source code).
- Update information in the collaboration diagrams and CRC cards.

When comparing interaction diagrams and source code, we can analyze the code to extract the different messages and their receivers. Such an analysis of the source code can be very useful in software maintenance and reengineering to satisfy goals such as:

- Automated visualization of dynamic behavior to facilitate code sharing and reusability.
- Checking source code for conformance with coding standards.
- Design recovery, a subset of reverse engineering in which domain knowledge, external information and deduction are added to the observation of the subject system to identify useful high level abstractions beyond those obtained directly by examining the system.
- Automated documentation including automated documentation of programs in natural language.
- Extraction of graphical representations, such as structured charts and message flow dialog diagrams, from the analysis of the code.
In this thesis, we describe a tool (named Coin) which attempts to make progress towards satisfying the goals above. As our focus is on comparing design with implementation, we considered interaction diagrams and the source code as the heads and tails of a coin, leading us to call our system Coin.

1.3 Coin

Coin has been developed to assist designers and programmers using Smalltalk/V for Windows. It provides the user with:

- The ability to manually construct interaction diagrams using an interaction diagram editor.
- Implementation information in the form of source code and analysis information (extracted messages and their designated receivers).
- An automatic diagram update facility based on comparing the message flow in the interaction diagram and the information extracted from the source code.
- A code generation facility.
- A facility for extracting information from the interaction diagram and presenting it to the user in the form of collaborations and CRC cards.

There are two ways to analyze a source code. The first one aims at analyzing the dynamic behavior by debugging the code, while the second one aims at analyzing the static behavior by scanning the code. We decided to use the latter, because our aim is not only to extract the different message calls, but also to obtain additional information such as the different possible execution paths of the code.
1.4 Thesis Organization

The remainder of the thesis is divided into six chapters: related work, the Coin tool, the Coin design, the Coin environment, sample application, and conclusion.

- **Chapter 2 Related Research**: In this chapter we will discuss some background work such as OOSE, use cases and interaction diagrams. We will also define some terminology such as collaboration graphs and CRC cards. Some related research will also be presented.

- **Chapter 3 The Coin Tool**: In this chapter we will discuss in general the different features provided by Coin. Also we will define where Coin fits in the software development life cycle.

- **Chapter 4 An Overview of Coin**: In this chapter we will give an overview of the Coin environment, and we will also discuss some implementation issues.

- **Chapter 5 The Design and Implementation of Coin**: In this chapter we will discuss the different classes used in the development of Coin, their organization and their relationships.

- **Chapter 6 Sample Application: An Airline Reservation System**: In this chapter we will give an example of using Coin in developing a sample application.

- **Chapter 7 Conclusion and Future Work**: This is the last chapter, where we summarize our work, and discuss future enhancements to Coin.
Chapter 2

Related Research

In this chapter we discuss a number of important topics related to the thesis work such as use cases and interaction diagrams. We will also define some terminology such as collaboration graphs and CRC cards. Related research on program understanding and program visualization will also be presented.

2.1 Background

The use case model, a notion introduced by Jacobson in OOSE, is an important model produced during analysis, and forms the basis for the subsequent models developed during design, implementation and testing. An important element of the use case model, namely use cases, can be visualized using interaction diagrams.

Our motivation in presenting some of the graphical notations used to represent the message traffic between objects is to show approaches that have been followed to "visualize" the dynamic behavior of an OO computation. We will discuss several representations including object diagrams [Booch 94], Cunningham diagrams [Cunningham 86], event trace diagrams [Rumbaugh 91], and finally interaction
diagrams [Jacobson 93]. We will see that some of these notations are similar, and also that when the number of objects involved is large, some notations will become very complex and it will be cumbersome to follow the message traffic.

2.1.1 Use Case Model

The use case model specifies the functionality a system has to offer from the user's perspective. It uses actors and use cases as illustrated in fig 2.1. The system is bounded by a box. Each actor is represented by a person outside the box, while the use cases are represented as ellipses inside the box.

The use case model is central, and controls the formation of all other models. This model is further refined in the design model to define the protocols of the blocks (or objects). Ultimately, use cases are implemented in source code and used to test the system.

![Diagram of Use Case Model](image)

Fig 2.1 Use Case Model
2.1.1.1 Actors

Actors are models of prospective users of the system, and represent the different roles users can take. The user could be a person, or it could be a system. Thus, actors model anything that needs information exchange with the system under development.

There are two types of actors:

- **Primary Actors**: actors who will use the system directly and most regularly.
- **Secondary Actors**: actors that supervise and maintain the system.

2.1.1.2 Use Cases

A use case describes the sequence of actions performed by the system in response to a request initiated by the user of the system. It is a sequence of related transactions performed by the actor and the system in dialogue. If we consider a recycling system, one of the use cases is a customer returning an item. When a customer places the returned items in the recycling machine, the system determines the type of each deposit item (can, bottle, crate), and the day total for each received item is incremented. When the customer finishes depositing all the items, and presses the receipt button, the total amount is computed by the system and printed out to the customer.

Each actor will perform a number of use cases. The complete functionality of the system is achieved by going through all the actors and defining everything they
will be able to do. Thus, the collection of all the use cases describes the functionality required of the system.

2.1.1.3 Summary

The use case model consists of actors and use cases and it describes the different ways to use the system from a user's perspective. It forms a thread running through all development work in OOSE, and is considered the basis for the other models. An interaction diagram which is a visualization of a certain use case, is a graphical notation used to describe the message traffic between objects. We can run a use case to generate a corresponding interaction diagram, or we can use an interaction diagram to extract its corresponding use case. In the next section we will discuss different representations of message sending dialogue, and will emphasize interaction diagrams.

2.1.2 Representations of Message Sending Dialogue

In this section, we discuss different graphical notations used to describe the message traffic between objects, and summarize their common features and their differences.

2.1.2.1 Event Trace Diagrams (Rumbaugh)

Event trace diagrams [Rumbaugh 91] are used to describe the sequence of events that represent a particular execution of a system. An event is a signal that something has happened, and is a one-way transmission of information from one object to another [Rumbaugh 91]. The event trace diagram shows each object as a
vertical line and each event as an horizontal arrow from the sender to the receiver. Time increases downward. Fig 2.2 shows an event trace diagram for a phone call. The diagram describes the scenario of messages exchanged between the three main objects: Caller, PhoneLine and Callee when using a phone line. The caller requests a phone line when lifting the phone receiver, and when the dial tone is received, he/she starts dialing the desired number using the phone line. When finishing dialing the number, a ringing phone is sent to the callee through the phone line, and at the same time a ringing tone is transmitted to the caller.

![Event Trace Diagram](image)

**Fig 2.2 Event Trace Diagram**

### 2.1.2.2 Object Diagrams (Booch)

An object diagram [Booch 94] is a "mechanism-based approach" used to describe the inter-object behavior [Fowler 92]. The two elements of an object diagram are:

- **Objects**: they are represented by a labeled amoeba shape
• *Relationships*: they are represented by a line with no arrowheads

The mechanism works by numbering the messages in sequence, and providing a pseudo-code for each message in the diagram. An example of an object diagram that represents a phone call is shown in fig 2.3. The three objects are represented by an amoeba shape, while the messages between the objects are represented by a line with no arrowheads. The messages are numbered in sequence, and each number represent an event taking place and is associated with the corresponding line. Arrows are also associated with the lines to describe the direction of the messages.

1. 1
2. 2
3. 3
4. 4
5. 5

1 lifts receiver
2 tones begin
3 dials number
4 phone rings
5 answer phone

Fig 2.3 Object Diagram

2.1.2.3 Cunningham Diagrams (Cunningham)

Cunningham Diagrams are another notation used for visualizing the message sending dialogue. An object is represented as a box. An arc originating from the
sending object and landing in the receiving object represents a message between two objects. The selector of the method invoked is placed at the receiving end of the arc.

In case of inheritance, where the message involved exists in the superclass, the receiver is divided into layers representing the classes involved, and the method is located in the appropriate layer. The top layer will be the receiving class name, while the deeper classes are the superclasses [Cunningham 86].

In fig 2.4, we present a Cunningham diagram representing adding a bank account to a list of bank accounts. Two boxes are used to represent the objects involved. The second box is divided into two layers to represent inheritance and class hierarchy. The top layer represent the object (OrderedCollection) that the message add: is sent to, while the second layer represent the parent object (Collection) that the message at:put: is sent to. The messages are represented by arcs starting from the sending object and landing at the receiving object, and the order of execution is from left to right (size first then at: put:).

![Fig 2.4 Cunningham Diagram](image_url)
2.1.2.4 Interaction Diagrams (Jacobson)

Interaction diagrams [Jacobson 93] describe a sequence of stimuli between objects representing a certain action taking place in a system. Thus, interaction diagrams are used to visualize the different use cases of the software system.

2.1.2.4.1 Components

An interaction diagram is composed of:

- A block that represents an object of the system and is represented using a vertical line. The system border that represents the outside world is also represented by a column.
- An operation is triggered by an event or message sent from one object to another. It is represented by a rectangle that is associated with a block.
- A stimulus is an event or message sent from one object to another, and provokes a certain operation to occur. It is represented by a horizontal arrow starting from the sending object and ending at the receiving object.

The time axis in an interaction diagram is viewed as going downwards, but the distance between two events in the diagram has no relation to the real time between these events.

An example of an interaction diagram describing the initialization of an airline reservation system is shown in fig 2.5. The objects involved in the diagram are represented by a horizontal line with labels describing the object names. An object name starting with a capital letter (Airline) indicates that we are dealing with a class, while a name starting with a small letter (anAirline) indicates that we are dealing with
an instance. When a message (horizontal arrow) is sent from one object to another, an operation is initiated at the receiving object and it is represented in the form of a rectangle. We start the use case by creating an airline and initializing its name. After adding the airline to the airline reservation system, a flight is created with information such as its name, starting and destination location, and departure and arrival time and date. Then, the flight is added to its corresponding airline. The same process can be repeated several times until all the information has been fed to the system.

![Diagram](image_url)

**Fig 2.5 Interaction Diagram**
2.1.2.4.2 Structure

Interaction diagrams enable the user, not only to get a picture of the message traffic between the objects participating in a use case, but also to capture the patterns of interactions exhibited in a use case. There are two common structures: centralized and decentralized.

2.1.2.4.2.1 Centralized

A centralized structure is characterized by having much of the behavior of a system placed in one object. A central object acts like a "spider", and controls all other objects [Jacobson 93]. The diagram representing a centralized structure is called a fork diagram, and is illustrated in fig 2.6.

![Fork Diagram]

Fig 2.6 Fork Diagram
The interaction diagram, Fig 2.6, represents the use case of moving pallets within a warehouse. When asked to move a pallet, the transporter checks how many times the pallet has been moved. If the pallet has been moved the maximum number of permitted times, a decision has to be made whether to move the pallet to a check station or not. If a new checking station is chosen, the move is done, otherwise the pallet is not moved. In this diagram, we can see that everything is controlled by \textit{Transporter} which is the central object that controls other objects.

### 2.1.2.4.2.2 Decentralized

A decentralized structure is characterized by "delegated responsibility". There is no central object, each object has a separate task, and is only aware of the objects it needs to collaborate with in order to help carry out its task [Jacobson 93]. A diagram representing a decentralized structure is called a \textit{stair diagram}, and is illustrated in fig 2.7.

![Stair Diagram](image)

\textit{Fig 2.7 Stair Diagram}
In fig 2.7, we represent the same use case of moving pallets within a warehouse, but a different design is being used. Decisions have been delegated, and instead of having Transporter controlling all the behavior, Pallet checks whether it is permitted to move the load or whether it shall be moved to a checking station. So, decisions are spread, and do not reside in one object.

Discussion

According to Jacobson, many people believe that a stair diagram is more "object-oriented" because of the delegation of the responsibilities. However, both structures have their benefits.

A stair diagram is appropriate when:
- Operations will be performed in the same order
- The goal is to encapsulate or abstract behavior

A fork diagram structure is appropriate when:
- Operations can change order
- New operations could be inserted

To handle changes of how a sequence is actually performed, we should encapsulate the actual sequence and thus obtain a decentralized structure. If we want to change the actual order of the operations, it is better to have a centralized structure, as changes will be local to one object. The two structures may be combined to produce a stable and robust structure, because we cannot only regard behavior or data from a robustness view, but also need to consider the ordering of operations.
2.1.2.4.3 Summary

The interaction diagram describes how each use case is presented by communicating objects. The diagram shows how objects realize the use case through their interaction. The interaction takes place as the blocks (or objects) send stimuli between one another. There are two diagram structures (e.g., centralized, decentralized) that can be identified, and these two structures may be combined to produce a stable and robust structure.

2.1.2.5 Summary

We have presented different notations for describing the message traffic between objects. They differ in the way they represent objects, but an arrow or an arc originating from the sending object and ending at the receiving object is used to represent an event taking place between two objects.

Event trace diagrams and interaction diagrams are very similar in representation, and if we add the notion of operation (time) to an event trace diagram we will obtain an interaction diagram. There is no notion of time in either Cunningham diagrams or object diagrams, however an object diagram can be associated with a timing diagram to represent time.

2.1.3 Collaborations Graph

Collaborations represent requests from a client to a server in fulfillment of a client responsibility. A client is the requesting object, and the server is the providing
Collaborations represent requests from a client to a server in fulfillment of a client responsibility. A client is the requesting object, and the server is the providing object. According to Wirfs-Brock, an object collaborates with another if, to fulfill a responsibility, it needs to send the other object a message.

The pattern of collaborations within an application reveals the flow of control and information during its execution. As collaborations are identified, paths of communication between classes are also identified. Such paths will help in identifying subsystems of collaborating classes, which is important for further behavior and knowledge encapsulation within the design [Wirfs-Brock 90].

A collaboration graph [Wirfs-Brock 90], fig 2.8, displays the collaborations between classes and subsystems in a graphical form. Classes are represented by labeled rectangles. Subclasses are graphically nested within the bounds of their superclasses. Collaborations are drawn as an arrow from the client to the server and defines the behavior being requested.

![Collaborations graph for initializing an airline reservation system](image)

**Fig 2.8** Collaborations graph for initializing an airline reservation system
Collaborations are associated with a responsibility. A CRC card is used to record the collaborations of an individual class.

2.1.4 CRC Cards

A CRC (Class Responsibilities Collaborators) [Wirfs-Brock 90] card is an index card used in the design to determine the responsibilities of objects and the collaborators they need. Responsibilities identify behavior, while collaborators specify other objects needed to help an object carry out its task. If a collaboration occurs with a subclass that is providing a service defined by a superclass, the corresponding responsibility will be recorded on the superclass card.

The index card is 4-inch by 6-inch, and the constraints of such dimensions are a good measure of appropriate detail to be included in the card. A class that is expected to perform more tasks than can fit easily in the card space is probably too complex [Budd 91].

The aim of using index cards is the ease of their manipulation and modification. The compact size of the cards makes it easier to view more classes at the same time, by laying the cards on a table. Also, it simplifies reorganization and reshuffling around. A CRC card representing an airline reservation system is shown in fig 2.9. The left side of the cards describes the class functionality (behavior), while the right-hand side contains the objects needed by AirlineReservationSystem to collaborate with in order to accomplish the desired tasks.
2.1.5 Summary

Interaction diagrams describe the message flow between objects, and they are a one-to-one mapping of use cases. Use cases are one of two components comprising the use case model which is the backbone of OOSE. The use case model controls a large part of the system development in OOSE, and forms the basis for both the construction and testing processes. Interaction diagrams do not only give the engineer an insight on the system under development, but also contain information that can be represented in other forms such as collaboration graphs. Collaboration graphs represent communication between objects, and are associated with responsibilities. The responsibilities of a particular class are recorded using a CRC card which is an index card utilized to describe the behavior of different objects and the collaborators (or helpers) they need.
2.2 Related Work

In this section we discuss program visualization, the Objectory case tool, and Rational Rose/C++. We are interested in program visualization systems because, like Coin, they use graphic representations to illustrate programs. Objectory SE, is a CASE tool describing Jacobson’s methodology OOSE. One of the facilities that Objectory provides is an interaction diagram editor, a component needed by Coin. Rational Rose/C++ provides a C++ code generation facility; one of our goals is to facilitate the coding process by generating Smalltalk code constructs.

2.2.1 Program Visualization

The way a problem is represented strongly affects whether we can understand and solve it. Visual representation takes advantage of the power of the human visual system to provide insight and understanding. A program visualization system aims at visually representing different aspects of a program. Program visualization not only helps the engineers to understand programs, but is also very useful in other areas such as software design. The latter is considered one of the most important applications of program visualization, because the gradual shift from designing software from scratch to creating software through redesign and reuse requires the programmer to first understand the software in its existing form.
2.2.1.1 Cara: An Environment For Interactive Design Of Communications Architectures

Cara [Citrin 90] is a system which allows a designer to enter message-flow diagrams and data operations, and to begin simulating with them. A message flow diagram is a view of the behavior of a set of communicating entities unfolding over time. It defines constraints on the architecture, and it simulates with a graphical representation the response of the system to certain conditions.

The flows are taken as a partial specification of control-flow and data-manipulation operations. Both control and data operations are translated into rules, which can be fine-tuned by the designer and used for simulation. In the Cara system, a flow-to-rule translator and a rule simulator operate concurrently with the designer. As the designer creates and modifies a diagram, the translator incrementally updates the architecture. The simulator uses the updated definition immediately to offer a next action to the designer. In this way, the designer can always see whether the architecture is operating as intended.

The user has the ability to change any part of the diagram at any time. The user's actions can be unusual or meaningless such as trying to send messages backward in time or placing protocol entities on top of event points. The system has to deal with such actions either by preventing them or by dealing with them. The approach used, is to examine the architecture for a defined response to the new object added. If one is found, the system shows it to the user by placing it onto the diagram. If none is found, the architecture is modified to deal with the new object. Making a change in the diagram may invalidate much of the rest of the diagram, so the environment marks those parts of the diagram which are inconsistent with the new
situation, allowing the user to see the effects of the change. This feature inspired us to include a consistency checking facility in Coin to verify the user actions when drawing an interaction diagram.

2.2.1.2 KAESTLE

KAESTLE [Boecker 86] automatically generates graphical representations of list structures and allows the user to edit them directly with a pointing device (fig 2.10).

KAESTLE helps the Lisp beginner to understand certain aspects of the programming language that are difficult to explain. More experienced Lisp programmers use it heavily to display and explore data structures that are difficult to represent symbolically, namely circular and reentrant structures. It can be used to design, debug, document, and understand Lisp programs or data structures.

One of the problems that needed to be solved when designing KAESTLE was the spatial layout of List structures. The approach to solve the problem was to build cooperative systems for the human and the computer. In KAESTLE, the computer uses a simple planning algorithm: it doesn't pay attention to arrows crossing boxes or other arrows, and the display is truncated at the right and lower border of the display area. After the computer generates the representation, the user can move or delete parts of the display, or display additional substructures, until they arrive at a nice output that shows the part of the structures they want to see.

The approach used influenced our decision about diagram modification when automatically updating the diagram. In Coin, when adding new components to the
figure, it may occur that the diagram modification will result in having overlapping components. We had to decide between leaving the user with the task of modifying the diagram, or automatically shuffling the components around to keep the diagram intact. We decided to use the latter approach.

Fig 2.10 KAESTLE
2.2.1.3 Interaction Diagram Generator (IDG)

IDG [Wang 93] is a research tool developed at Carleton University by Yun Wang to support design capturing. IDG uses the notion of use cases and interaction diagrams to display the dynamic behavior of a system.

IDG has the ability to generate interaction diagrams automatically by executing Smalltalk code, using the use cases defined in the system. The generation of interaction diagrams can be done as one shot, or it can be done step by step. In the later case, the tool can be used as a debugger. By running all the use cases and generating their corresponding interaction diagrams, we can get an overview of the overall dynamic behavior of the system. Fig 2.11 shows an example of an interaction diagram generation.

IDG also captures additional design information, through generating collaboration information. Filters can be used to select and display only the objects and messages that the user is interested in.

We were interested in IDG because we wanted to examine the process of capturing dynamic behavior through the use of the Smalltalk/V debugger. When analyzing the Smalltalk code we had to choose between dynamic and static analysis, and the work of Yun Wang was related. Although we used a static analysis approach to analyze the Smalltalk code, we used the approach of displaying the diagram in two panes: one for the object names and the other for the diagram components, as devised in IDG.
2.2.2 Objectory SE

Objectory is a technique for industrial system development based on the object-oriented paradigm using Jacobson's notation. Objectory stands for "Object Factory", and expresses the concept of software factory realized by means of an object-oriented approach. It is "a life cycle-encompassing" technique that fully
supports the tasks of development, from requirements specification, through analysis and design, to a tested, complete system.

Objectory Support Environment (Objectory SE) is a set of integrated workstation- and/or PC-based graphical tools that support system modeling in accordance with the Objectory process. In other words, Objectory SE is a CASE tool supporting the tasks of object-oriented analysis and design in accordance with the Objectory development process.

Objectory SE enable the user to prepare and edit both textual and graphical views of Objectory models, and supports development in the top-down direction; i.e., analysis to design to implementation. Objectory provides the software engineer with a variety of tools that includes: a browser for editing an Objectory model, a document editor for writing descriptions of other objects or other concepts within the model, a diagram editor for creating graphical views of any Objectory model, which can be included in any document, and others. We are interested in the interaction diagram editor, which is one of the available tools. Interaction diagrams are created and changed with the editor (fig 2.12). The editor allows the engineer to create operation paths, stimuli transmissions, and margin texts.

Our goal in investigating Objectory SE was to examine the interaction diagram editor and to identify the features and functions it provides. However, we were not able to get a demo version of the CASE tool as the tool is very expensive.
2.2.3 Rational Rose/C++

Rational Rose/C++ is a graphical software engineering tool that supports object-oriented analysis, design and implementation by automating the use of Booch notation and by generating C++ code from the design model. It supports software development in the top-down direction.

Rational Rose/C++ provides the user with a C++ generator. The C++ generator is a code generation capability that generates C++ source code files from information in a Rose model (Booch model). These files contain C++ code constructs that correspond to the notation items (classes, relationships) that the software engineer has defined in the model with diagrams and specifications.
The generated files are created in a hierarchy of subdirectories that correspond to the class categories and/or subsystems in the model. The C++ generator creates these directories as necessary, and derives their names from the corresponding category/subsystems names.

```cpp
#ifndef module.additionalDeclarations
#define module.additionalDeclarations

// Class PlanAnalyst

// Concurrency: Sequential
// Persistence: Transient
// Cardinality: n

class PlanAnalyst
{
public:
    // Constructors
    PlanAnalyst();
    PlanAnalyst(const PlanAnalyst &right);

    // Destructor
    ~PlanAnalyst();

    // Assignment Operation
    const PlanAnalyst & operator=(const PlanAnalyst &right);

    // Equality Operations
    int operator==(const PlanAnalyst &right) const;
    int operator!=(const PlanAnalyst &right) const;

    // Additional Public Declarations
#endif PlanAnalyst.public
#endif PlanAnalyst

protected:
    // Additional Protected Declarations
#endif PlanAnalyst.protected
#endif PlanAnalyst

private:
    // Additional Private Declarations
#endif PlanAnalyst.private
#endif PlanAnalyst

private: // implementation
    // Additional Implementation Declarations
#endif PlanAnalyst.implementation
#endif PlanAnalyst

#endif module.additionalDeclarations
```

Fig 2.13 Header file generated by Rose/C++ generator
A pair of header (.h) (fig 2.13) and implementation (.cpp) (fig 2.14) is generated for each class item selected in the diagram. The name of each file is derived from the name of the corresponding class item. Header files are generated from the implicit module specifications, and implementation files are generated from the implicit module bodies.

// Module Body PlanAnalyst (Package)
//
// Subsystem: Planning
// File: planning\plnlyst.cpp
//
// #begin module.includes preserve=yes
// #end module.includes

// PlanAnalyst
// #include "planning\plnlyst.h"
// #begin module.additionalDeclarations preserve=yes
// #end module.additionalDeclarations

// Class PlanAnalyst
//
// Constructors
PlanAnalyst::PlanAnalyst()
// #begin PlanAnalyst::PlanAnalyst().hasInit preserve=no
// #end PlanAnalyst::PlanAnalyst%.hasInit
// #begin PlanAnalyst::PlanAnalyst%.initialization preserve=yes
// #end PlanAnalyst::PlanAnalyst%.initialization
{
    #begin PlanAnalyst::PlanAnalyst%.body preserve=yes
    #end PlanAnalyst::PlanAnalyst%.body
}

PlanAnalyst::PlanAnalyst(const PlanAnalyst &right)
// #begin PlanAnalyst::PlanAnalyst%copy.hasInit preserve=no
// #end PlanAnalyst::PlanAnalyst%copy.hasInit
// #begin PlanAnalyst::PlanAnalyst%copy.initialization preserve=yes
// #end PlanAnalyst::PlanAnalyst%copy.initialization
{
    #begin PlanAnalyst::PlanAnalyst%copy.body preserve=yes
    #end PlanAnalyst::PlanAnalyst%copy.body
}

// Destructor
PlanAnalyst::~PlanAnalyst()
{
    #begin PlanAnalyst::~PlanAnalyst%.body preserve=yes
    #end PlanAnalyst::~PlanAnalyst%.body
}

// Assignment Operation
const PlanAnalyst & PlanAnalyst::operator=(const PlanAnalyst &right)
{
    #begin PlanAnalyst::operator%=.body preserve=yes
    #end PlanAnalyst::operator%=.body
}

// Equality Operations
int PlanAnalyst::operator==(const PlanAnalyst &right) const
{
    #begin PlanAnalyst::operator==%=.body preserve=yes
}
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```c
int PlanAnalyst::operator==(const PlanAnalyst &right) const
{
    // Additional Declarations
    //##begin PlanAnalyst::operator==.body preserve=yes
    //##end PlanAnalyst::operator==.body
}
```

**Fig 2.14 Implementation file generated by Rose/C++**

When the software engineer is satisfied with the way the code is generated from the model, the engineer can complete the code by filling in implementations for function bodies.

**Discussion**

Our goal in discussing Rose/C++ is to examine the C++ generator. We are providing a code generation facility in our tool, and we wanted to explore the different activities involved in code generation, and the kind of generated information. We decided to follow the same approach of Rose/C++ by creating the different classes from the objects defined in the interaction diagram, and to create all the methods (class, and instance) that a class can understand, and to add these methods to the class methods list.

**2.2.4 Summary**

The research done with program visualization, Objetory SE, and Rational Rose/C++ has inspired many ideas for the design of Coin. In particular we adopted the following strategies:
- Use a graphical editor to construct interaction diagrams

- Provide a consistency checker to respond to meaningless users' actions when using the editor.

- When updating the diagram automatically, provide automatic diagram translation and modification to prevent any overlapping between diagram components.

- Provide a code generation facility.
Chapter 3

Coin Tool

In this chapter we discuss the goals behind developing the tool, the different features provided by Coin, and where the tool fits in the software development life cycle.

3.1 Development Goals

Our primary goal in developing Coin is to provide a tool that supplies the user with bi-directional software development facilities. In the top-down model we will focus on interaction diagrams as our design notation, and in the bottom-up model we will use Smalltalk code to drive design information. We are using Smalltalk/V for Windows as our development language.

Our interest is not only to provide the user with facilities to build interaction diagrams or utilize Smalltalk code to acquire design information through interaction diagram update and modification, but also to benefit from the richness of the information embedded in interaction diagrams, and to present that information to the user in different forms. In particular, Coin aims to provide the user with:

- A view of the interaction diagram and associated message code.
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- The ability to manually construct interaction diagrams.
- The ability to automatically modify the diagram to synchronize with changes found in the code.
- The ability to extract useful information such as object collaborations and make it available to the user in a convenient form.
- A code generation facility.

In fig 3.1, we represent the major components of Coin.

![Coin Architecture Diagram]

**Fig 3.1 Coin Architecture**
3.2 Features

We are going to discuss the different features provided by Coin to meet our main developing goals. More details and illustrations will be presented in the following two chapters.

3.2.1 Interaction Diagram Editor

The diagram editor will supply the user with all the tools needed to construct interaction diagrams. It include the following facilities:

- **Drag and Drop** provides the user with the capability to move any diagram component from one place to another, and gives the user more flexibility when building the diagram.

- **Consistency Checking** aims at responding to meaningless actions by the user such as trying an illegal message connection between two objects. Examples of irregularities detected by the checker are described in more detail in chapter 5.

- **Copy, Cut and Paste** allows the user to copy a portion of the diagram and to paste it into another location, eliminating the need for duplicating the drawing of similar segments of the diagrams.

- **Use of different fonts** supplies the user with a set of different fonts that can be used to display object names and message names.
• Use of different colors to distinguish between the different components of the diagram gives the user more diagram visibility; e.g. black for objects and red for messages.

3.2.2 CRC Card Manager

The CRC card manager provides the user with a CRC card for each object in an interaction diagram. The collaborators part will be filled in from the information extracted from the diagram. The user has only to fill in the responsibilities. The CRC card manager is sensitive to diagram changes, as the cards are updated to reflect any modifications in the diagram. The information on the card is saved with the diagram, and is reloaded when the diagram is opened again.

3.2.3 Collaboration Information

For each object in the diagram, we extract the helpers and the users of the object. The information is obtained based on the notion of the message traffic between the objects. In fig 3.2, we have an exchange of information between object $A$ and object $B$. We say that:

$A$ uses $B$ or

$B$ helps $A$
3.2.4 Code Generation

The goal of having a code generation facility is to ease the process of implementation. Smalltalk code constructs will be generated upon user's request. The designated objects will be added to the Smalltalk class hierarchy, if they don't exist. All the messages that an object can understand will be considered the methods that a class can respond to, and will be added to the class methods list. A browsing facility is also available for the user to access class information such as attributes (instance and class variables) and behavior (instance and class methods). When an object method is selected, its associated code is provided.

3.2.5 Diagram Modification

This feature is not only concerned with automatic diagram modification, but also with providing the user with another view of the messages defined in the diagram. For every message two views are presented to the user:

- Actual Smalltalk code
• List of message calls extracted from the code

The list of message calls extracted from the code will be compared to the messages defined in the diagram. If discrepancies are found, Coin provides an automatic diagram update that will supply the necessary modifications needed to synchronize with the changes found in the implementation.

3.3 Applications

The object-oriented life cycle is an iterative process, and analysis, design and implementation are tightly coupled and it is very difficult for example to separate design and implementation. In OOSE [Jacobson 93], design and implementation are combined together to form a "construction process" that is one of three processes representing the OOSE life cycle. Our aim in developing the tool is to provide a facility for bi-directional software development. We can use Coin in the following ways:

• **Top-Down:** we provide the user with facilities to draw interaction diagrams, to present information extracted in forms such object collaborations and CRC cards. A coding utility is also available where Smalltalk code constructs are generated upon request and based on information embedded in the diagram.

• **Bottom-Up:** we use the implementation information (Smalltalk code) to update the design information. Interaction diagrams are automatically updated when any discrepancies are discovered between implementation and design. At the same time, collaborations and CRC cards are also updated to synchronize with the new changes detected.
In fig 3.3 we summarize the tool's application in the object-oriented life cycle.

![Diagram](image)

**Top Down**
- Editor to build interaction diagrams.
- CRC Card manager to display CRC cards of diagram's objects.
- Object collaborations to represent communication between objects.
- Code generation facility that produces Smalltalk code constructs.

**Bottom Up**
- Automatic diagram update based on comparison between the messages in the diagram and the implementation code.
- Updating collaboration diagrams and CRC cards.
- Providing alternative execution paths extracted from the code that can be used to modify existing diagrams.

**Fig 3.3** Coin applications in object-oriented life cycle

### 3.4 Summary

We have developed Coin with the aim of providing support for bi-directional software development; i.e., top-down and bottom-up development. Coin enables the user to construct interaction diagrams that, in turn, are utilized as a source for extracting different forms of information such as CRC cards. Also, the source code is
used to modify the interaction diagram when any discrepancy is detected between the messages in the code and the messages in the diagram.
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An Overview Of Coin

4.1 General View

Coin is a tool integrated with the Smalltalk/V environment. Our goal in designing the user interface was to find a way to enable the user to view the interaction diagram, and at the same time to obtain the corresponding information (source code and message calls) for any message in the diagram. In this way, the process of matching the design with the actual implementation will become much easier. In addition, there will be no distraction to the user caused by having to toggle between different windows.

In our first design of the tool's interface, we decided to have the interaction diagram editor as our main opening window, and when the user is interested in getting implementation information about any message in the diagram, another window will be opened where the message code, and analysis information will be presented. However, we found that if the user has to compare two pieces of related information in two different windows, it causes a lot of distraction, and it is very hard to keep track of the information presented. Thus, we decided to divide our main
opening window into two views: one to represent the editor, and the other to represent implementation information.

The main view is divided into two portions. The first one represents the interaction diagram view with the corresponding tools to build and modify the diagram. The source code information is represented in the second portion. We will discuss the two views in later sections of the chapter. Fig 4.1 illustrates the general view of Coin.

![Interaction Diagram View and Message View](image)

**Fig 4.1 General View**
4.2 Interaction Diagram Editor View

Interaction diagrams are created and changed with the interaction diagram editor. The editor provides the tools necessary to construct the diagram, and, in addition, additional facilities for dragging, copying and pasting, and loading and saving. The editor contains two panes: one for displaying the blocks (objects) names and the other for displaying the diagram itself. The reason we have used two panes is very simple: scrolling. If we are scrolling vertically and we are only using one pane, we will lose the names of the objects and it will be difficult for the user to track the flow of messages between the different objects. Thus, two panes are being utilized, so that scrolling will only affect the diagram and not the names of the objects. One problem with having two panes is the need for a synchronous movement in case of an horizontal scrolling, so that the two panes scroll together at the same time.

We are also using different colors to distinguish between the different components of the diagram. We have assigned a default color to each component; e.g., black for the objects, red for the messages, and blue for the operations. When a new component is added to the diagram, the figure representing the desired component is drawn using the default color. The user can alter any of the default colors of any component using the color palette, and the new color will be used in any further drawings. The goal in using different colors is to differentiate between the different elements of the diagram and to enhance diagram visibility. Fig 4.2 shows the different components of the editor.

When creating a diagram object, the corresponding column will be drawn with a question mark (?), representing the name, associated with it (fig 4.3). Our
incentive is to give the user more flexibility when building the diagram, instead of having to pop up a window each time an object is created. Later, the user can rename any of the created objects.

Fig 4.2 Editor View
Another goal we had in mind when designing the editor, was to incorporate "smart" features. There is an on-line consistency checker (discussed in the following chapter) which detects any irregularities or illegal connections. An overall consistency checker is also available that will identify:

- Objects with no associated operations
- Operations with no associated messages
- Operations with a message from, but no message to.

Fig 4.4 illustrates the irregularities detected by the overall checker.
object A has no associated operation, or messages sent to

an operation with no message to initiate it

message from an operation with no message to

Fig 4.4 Irregularities detected by the overall consistency checker

It happens often that the same message is used by different objects. Let us consider the situation in fig 4.5, where we have the same message new: sent to class

**Ordered Collection** from the **System Border** and class **Sorted Collection**. If the user wants to change the name of one of the messages to **myNew:**, the diagram will be smart enough to recognize the existence of the other messages. In such a situation, the user will be given a list of the occurrences of the message in the diagram as shown in fig 4.6. Each message is associated with the sending object. The user has the choice to rename all of the messages, to select some for renaming, or to keep the names unchanged. This feature will provide more reliability and robustness, it will eliminate the need for a manual change of all duplicates, and it will also give the user the choice of changing the name of some of the messages, or keeping them without any modification.
Fig 4.5 Interaction Diagram with duplicate messages
4.3 Object Collaboration View

The object collaboration view shows the cooperation between the objects of an interaction diagram. Two types of objects are involved: *helpers* and *users*. The *helpers* of an object are the set of objects used by that object; i.e., these objects are necessary for the object to collaborate with in order to accomplish its task. The *users* of an object are the opposite of helpers and they represent the objects that need the assistance of and collaboration with that object in order to achieve their goals.

The helpers and users of an object are extracted from the information included in the diagram. The message sending between the different objects is used as our
basis of extraction. The helper will be the receiving object, while the user will be the sending object. Thus, the process of extracting the helpers and the users is somehow similar. During implementation, we decided to extract only the helpers of each object in the diagram. Then, the helpers information will be used to deduce the users. The example in fig 4.7 illustrates the process of extracting the users of an object using the helpers information.

<table>
<thead>
<tr>
<th>objects</th>
<th>helpers</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>B</td>
</tr>
<tr>
<td>B</td>
<td>A, C</td>
</tr>
<tr>
<td>C</td>
<td>A</td>
</tr>
</tbody>
</table>

If we want to get the users of A, we go through the helpers list of the remaining objects. If object A is found in the list, then the users of A will include the object whose helpers include object A. From the above information, the users of A will be B and C. The same procedure will also be followed for B and C.

Fig 4.7 Extracting the users from the helpers

The extraction of collaboration information is very helpful, because it can be used with other documentation notations such as CRC cards, as we will demonstrate later. It is also very useful in capturing design information and in the regeneration of design documents. The collaborations of the objects involved in an airline reservation system (fig 2.5 and fig 4.2) is shown in fig 4.8. Several windows are shown respectively to display the information related to the different objects available in the interaction diagram.
Fig 4.8 Objects Collaborations
4.4 CRC Card View

A CRC card is an index card used to describe the activities performed by an object and the collaborators (or helpers) that an object needs in order to achieve its responsibilities. The card is divided into two sides: the left side includes the responsibilities and the right side includes the collaborators.

The CRC Card Manager is a tool that provides the user with a CRC card for each object in the diagram. The collaborators part will be automatically obtained from the information extracted from the diagram. We use the helpers that were extracted in the objects collaboration to fill the collaborators part, and the user has the task of filling in the responsibilities information. Any changes in the diagram, such as adding new components, will be reflected in the collaborators part of the CRC card.

Our goal in designing the CRC Card Manager is to achieve simplicity and ease of use. The view is divided into two parts:

- A list of the available objects in the diagram
- An empty CRC card

When an object in the list is selected, the CRC card will be filled with information including the object name and the collaborators. If the user has previously filled in some responsibilities, that information will also be provided. The user can edit the responsibilities at any time, and information can be changed, added or deleted. This information will be saved when saving the diagram, so that it can be utilized any time later. We have provided an example of a CRC card view in fig 4.9, based on the airline reservation system setup diagram (fig 2.5, 4.2)
Fig 4.9 Card Manager
4.5 Code Generation View

Forward Engineering is the traditional process of moving from high-level abstractions and logical implementation-independent design to the physical implementation of a system. We have incorporated a code generation facility into our tool to provide the user with the option of using the tool as a forward engineering tool.

The function of the tool is to generate Smalltalk code constructs based on the information included in an interaction diagram. Each object in the diagram will be added to the Smalltalk class hierarchy, if it does not already exist. All the messages that the object can understand will be extracted from the diagram and will be added to the object methods list (class methods and instance methods).

The user will be given a list of the available objects in the diagram, as illustrated in fig 4.10. Two colors are used to distinguish between the objects that already exist in the hierarchy and those that do not exist. When adding an object, the user is asked to provide the superclass so that the object can be placed properly in the hierarchy.

Information about each object is also presented to the user. The user will be supplied with:

- Object attributes (class and instance variables)
- Object behavior (class and instance methods)
- Source code of any selected method.
Information is presented in front of the user classified by attributes, behavior, and source code. We have decided that by presenting all the information, we will eliminate the need to click any buttons or select any menu item.

Fig 4.10 Code generation view
Fig 4.11 Object Information
4.6 Method Information View

The Method Information View is designed to provide the user with a concrete representation of the implementation. The user is provided with three pieces of information (see fig 4.12):

- Method source code
- Source code message calls
- A label describing whether the implementation is consistent with the design or not.

![Interaction Diagram](image)

**Fig 4.12 Method Information View**
The implementation information will be displayed on the screen when a message of the diagram is selected by double clicking on it. The source code will be displayed if the receiving object already exists in the class hierarchy. Otherwise, only the name of the method will appear in the code pane. The source code can be edited by the user and it can also be saved. Any update to the source code will be reflected in the list of corresponding message calls.

The list of message calls is based on the static analysis of the source code. The different messages and their receivers are extracted, and each message call is displayed in the form: 'receiving object <- message'. The aim of the representation is to define which message is sent to which object. To distinguish between class and instance methods, the keyword class is used after an object name in case of a class method. The order of the messages in the list is based on the order of execution of messages as defined in Smalltalk. So if we have the following code:

```plaintext
| x |

x := OrderedCollection with:3.

x add:(x at:1).
```

The order of message execution will be: with: followed by at: and finally add:, and this will be the order of messages that will appear to the user.

In static analysis, it is very difficult to determine the receiving object of a message. Usually, the receiver will not be known until run-time. In some cases, the receiver can be determined when a keyword like self and super is being used. The user is supplied with a mapping facility. The function of the mapping facility is to map the receiver name of the message to an existing object in the Smalltalk class
hierarchy. The map window (fig 4.13) contains two list boxes representing respectively: a list of message calls and a list of the available objects that can understand each message. When a message is selected, the list of available objects that can respond to such a message are displayed in the second list box. Any object can be chosen to be mapped as the receiver.

![Mapping](image)

Fig 4.13 Map Window

Once a mapping is done, anytime a message is selected in the map window, the list of objects displayed will only contain the mapped object. We have mapped the receiver of message `at:` (fig 4.13) to `Array`. In fig 4.14, when the message `at:` is selected only `Array` appears in the list of objects. A user can change the mapping of any message receiver at any time. In this case, any previous mapping is deleted, and the process of mapping is repeated once again.

A comparison between the outgoing messages of a selected diagram message and the actual source code message calls is performed. As a result of the comparison, a signal label is displayed showing either a 'Consistent Method' statement or an
'Inconsistent Method' statement. Two different colors are used to distinguish between the two statements and also to attract the attention of the user.

![Mapping diagram](image)

**Fig 4.14 Mapped Message**

Often a piece of code can contain different execution paths. Let us consider the following code:

```small
|x|

x := OrderedCollection new.

x at:1 > 3 ifTrue: [ Transcript show:'>3' ]

ifFalse: [ Transcript nextPutAll:'<=3' ]
```

We have two possible paths of execution. The first one is to execute `new` followed by `show`: (truth branch). The second one is to execute `new` followed by `nextPutAll`: (false branch). The user has an option to view all the possible paths of the execution at any time, and any path can be used to update the diagram. This function is very helpful because a general diagram can be drawn, then by using different execution
paths we can generate different diagrams for different cases. This way we do not have to redraw the diagram again for each case, and we will reduce time and energy.

Once the user has an overview of the design and implementation information, the interaction diagram can be updated either manually or automatically to maintain consistency between design and implementation. The automatic update of the diagram is done in an incremental way. The user has the two sets of messages (diagram and code), if they are inconsistent an automatic update can be requested. According to the comparison, the interaction diagram will be updated by adding/deleting the necessary components to maintain synchronicity with the implementation.

It often happens that the user is not interested in reflecting certain code messages in an interaction diagram. In the automatic diagram update mode, the default is the whole list of the source code message calls pertaining to a specific execution path. However, the user can select certain messages to be used in modifying the diagram. An example of selecting messages for modifying an interaction diagram is shown in fig 4.15.

4.7 Summary

Coin was designed to provide support for bi-directional software development. We are supplying the user with different views of the design and implementation information. The graphical user interface was designed to ease information access, and the design (interaction diagram) and implementation (source
code and code analysis) information are presented to the user in adjacent panes to minimize distraction and window handling.

Fig 4.15 Automatic diagram update
Chapter 5

The Design and Implementation of Coin

In this chapter we discuss the design principles of Coin, the different classes involved and their relationships.

5.1 Design Principles

Coin is developed using Smalltalk/V under Windows 2.0 and is integrated with the Smalltalk environment. Working with Smalltalk has many benefits, and one of the important benefits is reuse. Smalltalk provides the user with a wide range of classes that can be used when developing an application. Also, new classes can be created and added to the existing class hierarchy. When designing the tool, we tried to maximize the use of the Smalltalk class library as much as possible. We have created new classes, and we have also added new methods to existing classes to satisfy certain requirements that are not previously provided.

The primary goals of Coin are to provide the user with the ability to:

- build interaction diagrams
- view implementation information of any diagram message including source code and message calls
request an automatic diagram update based on the comparison between the
diagram and the actual implementation.

Besides these goals, we wanted also to benefit from the information
embedded in the diagram and to present this information to the user in the form of
collaborations and CRC cards. In addition, the tool provides the user with the
capability to generate Smalltalk code constructs.

In our design, we used a centralized structure when controlling the main
functions of the tool. In fig 5.1, we describe a general overview of the tool's
functionality. Coin is the central element that responds to the user's actions, and
directs requests to the responsible elements which in turn know the other relevant
elements needed to carry out the desired task. The latter approach constitutes a
decentralized structure.
The rest of the chapter is organized as follows: Section 2 describes the main technical issues and our approach to each; Section 3 describes the important classes we added, and some of the classes we modified either by adding new methods or by adding some code to existing methods.

5.2 Design Issues and Choices

This section consists of four parts, discussing in turn the following issues:

- Diagram editor
- Information extraction and presentation
- Code Analysis
- Automatic Diagram Update

5.2.1 Diagram Editor

We provide the user with a diagram editor to build and modify interaction diagrams. The necessary blocks for an editor are: the components constituting a diagram and the tools necessary to create the different components. The coordination is maintained by the editor, which also supports features such as dragging and dropping, cutting and pasting, and filing facilities.

The actions of the user may not be those anticipated as being useful, but may also be unusual, or even seemingly meaningless, e.g., trying to send a message between two operations of the same object. We needed to deal with such situations. Coin has a consistency checker which is activated when adding new components to the diagram or moving components to a new position. We will discuss the different irregularities detected by the checker when discussing the different classes
implemented in detail. A general overview of the editor activities is summarized in fig 5.2.

![Diagram](image)

**Fig 5.2 Overview of Coin's editor activities**

In designing the interaction diagram editor, we had to take care of some design issues such as: keeping the graphical figures up to date and printing the diagram. The former deals with maintaining the picture of the interaction diagram. We do not want to lose the picture of the diagram when the window containing the diagram is resized, hidden, or loses focus. The choice was to use the method `drawRetainPicture` of the `RecordingPen` object. This method draws the picture and records it in a certain segment. The problem with this solution is that complexity increases with the number of figures drawn. The reason for such complexity is the need to save all the segments of the interaction diagram components to recall them.
later when dragging, cutting, or clearing components is desired. We have to remove the segments of the deleted (or removed) components from the list of segments, otherwise the components will remain visible in the diagram. This solution is more severe in our design because we are using two different panes (title, and objects) to show the interaction diagram, and each pane keeps its own list of segments. Our solution to the problem was to use the event display that is understood by the two panes. When the event is called, we invoke our own display method that takes care of displaying the diagram to the user.

The problem we faced when printing the interaction diagrams from Coin emerged from our solution to the problem of displaying the diagram (above). When the contents of a graph pane is printed either by sending a bitmap of the contents to the printer, or by supplying the printer with the drawing pen, the list of segments defined in the pane is used to print the contents. As we eliminated the use of the segments, we kept getting a blank page. We decided that when printing is requested, we will redraw the diagram components and record them. When printing is completed, the list of segments for each pane is deleted.

5.2.2 Information Extraction and Presentation

One goal we had in mind when developing the tool, was to extract useful information from the interaction diagrams, and to present that information to the user. The user has access to information in the form of:

- Object Collaborations
- CRC Cards
- Objects information
In *object collaborations*, the user can obtain information about the helpers and users of a certain object. The information is extracted from the diagram and presented to the user. The information is based on the message flow between objects, when object A sends a message to object B, we consider that A uses B or B helps A. So the process of extracting helpers and users is similar, and we decided to extract helpers first and then use that information to extract the users of an object, and we have discussed our implementation approach in the previous chapter.

In *CRC cards*, we are supplying the user with a CRC card where the collaborators part is automatically filled in with information extracted from the diagram. We use the collaborators part of the collaborations to fill in the collaborators part of the CRC card. The responsibilities part has to be filled in by the user, and we have to keep that information, so that when the user accesses the CRC card, the information will be present. The problem we faced was how to save the responsibilities information. We had to choose either to save the information within the Smalltalk image, or to save the information as a hard copy. We decided that we are going to save the information to a file each time the diagram is saved. So when the diagram is restored from the file, the CRC card information will also be restored.

In *Object information*, we are providing the user with a facility to get implementation information of a certain class in the form of its instance and class variables, its instance and class methods, and also with a facility to view the code of any selected method. The user also has the opportunity to change the code of any method. When the user modifies the code of any method, we must make sure that the new source code is reanalyzed to maintain analysis up to date.
5.2.3 Code Analysis

The aim of analyzing the Smalltalk code is to provide the user with a view of the actual messages defined in implementation, and to compare these messages with those defined in the diagram. The comparison serves as a means of updating the diagram automatically.

Two different strategies can be followed to understand a program: static analysis, and dynamic analysis. In dynamic analysis, we extract information during program execution, while in static analysis we extract information through scanning the code.

Our first approach was to investigate the dynamic behavior, by obtaining information about the different messages and their receivers from the debugger. Dynamic analysis is very useful because it enables us to understand the behavior of the program, and also we can obtain information about the different messages and their receivers. The problems of using a dynamic analysis strategy is:

- The implementation code must be complete.
- Each time a method is changed and an automatic update is requested, we must run the whole use case until the desired message is activated, in order to analyze its code.
- We must supply different execution data in order to get different paths of execution.

Our goal is not only to analyze the code, but also to use the analysis information to update the diagram. However, we wanted to provide more information
such as the possible paths of execution, and also to use Coin as a prototype tool, where the engineer can draw a diagram, then go and write some code, and see how the new code will affect the diagram. These are the reasons that made us follow the static analysis approach.

Smalltalk is a dynamic language, which means that the receivers of the messages will not be decided until run-time. One problem of using a static analysis approach is that we will not be able to determine the receivers of the messages, because static analysis does not provide such information. We solved the problem, by asking for help from the user. We found that it will be more reasonable to provide the user with a point and click facility, instead of asking the user each time to type the name of the objects. So, the software engineer will be given a list of all the objects that can understand and respond to a certain message, and asked to choose which object is going to be the receiver of the message. Once all the messages have been mapped to their receivers, the diagram can be updated.

5.2.4 Automatic Diagram Update

Updating the diagram automatically leads to the addition of new objects, messages and operations, and/or the deletion of existing messages and operations. The problem of adding new components to the diagram is that the structure of the diagram will change and the components may overlap. We had two options to choose from after updating the diagram:

1. Leaving the user with the task of moving overlapping components around until a nicer look is achieved.
2. Updating the diagram instantly to cope with new modifications.

We chose the second option because our goal is to ease the process of diagram modification, and to update the diagram without leaving the user with the task of adjusting the diagram for a nicer look.

To solve the problem we needed to make sure that space is available to add the new component and that the added component will not overlap with an existing one. The solution required moving components around to create available space for the new components to be inserted in the diagram. The movements of the different components created other problems that were not apparent the first time.

Interaction diagram components are tightly coupled. A message is sent from a sender to a receiver and it initiates an operation at the receiving object. An operation is always associated with an object. When one of the diagram's components is translated, the relationships between the components need to be maintained. To illustrate the problem, let us consider the following scenario. We want to add an operation to an object, however it overlaps with another operation of the object, and the overlapping occurs between the top portion of the existing operation and the bottom portion of the new operation to be inserted. To solve the overlapping problem, we will translate the existing operation with a certain delta to create space for the new operation.

The problem of translating the operation to a new position, is that the message initiating the operation won't have the translated operation as its receiver. It can have the new added operation as its receiver, or it can have no receiver. The solution is to also translate the message with the same delta to maintain the relationship. If the new
location of the message interferes with other following messages, then the messages are translated and their initiated operations (receivers) are also translated. The process is recursive, because each time you translate a component by a certain delta, we need to check if there is no overlapping. If overlapping occurs, we repeat the process again. When translating messages, it may occur that their new positions will exceed the bottom location of the sending operation, and it may looks as if there is no receiver of the message, so we have to enlarge the operation so that it can contain all the messages. In fig 5.3, we illustrate one of the cases that may result when translating diagram components.

5.2.5 Summary

In this section we have discussed some technical issues we faced in our design, and our approach to solve these problems. We have provided a general overview of the tool functionality. In the next section, we will present the important classes we used.
5.3 Coin Classes

We are going to describe the important classes we have used in developing Coin. Some of the classes are abstract ones and their main purpose is to abstract common behavior. Also we will discuss some classes that we modified by adding new methods or by modifying some of the existing methods.
5.3.1 New Classes

5.3.1.1 IDComponent

This is an abstract class that maintains the common characteristics that belong to any general figure representing interaction diagram components. It describes:

- the location where the figure will be drawn
- the pen color used
- the line style (solid, dashed, dotted, ...)
- the line width
- any name associated with the figure
- the text color used to display the name
- the text font.

There are no instances created of IDComponent. All the elements necessary to construct an interaction diagram are represented as subclasses of IDComponent. In fig 5.4, we present the general hierarchy of IDComponent. We have chosen the names of the classes based on the naming convention used by Jacobson [Jacobson 93] when describing the different elements of the diagram. The IDComponent classes can be described as entity objects and they act as information holders.
5.3.1.1.1 Border

The Border class represents an object in the diagram. It maintains a list of all the operations associated with the object. It also describes whether the object used in the diagram is a class or an instance of a class. In the case of an instance, information will be required to provide the class of the object. The information about the object type is very important, especially in the case of code generation, because by knowing the object type we will be able to distinguish between the instance and class methods. Inquiries about the existence of a certain operation, or the number of available operations are also provided. The Border object also checks if any overlapping exists between a new operation and the existing operations. This capability is very
important, because when creating a new operation, enlarging an operation, or moving an operation, we do not want figures to overlap.

5.3.1.1.2 Operation

An operation represents the execution time of a certain action, and it is associated with an object and initiated by a message. The Operation object keeps a list of all the outgoing messages. The class provides information about the existence of a certain message and the number of messages sent. It also keeps information about the border object that the operation is associated with.

5.3.1.1.3 SystemBorder

The class SystemBorder represents the system border that depicts the outside world of the system. We have decided to subclass it from Operation, because we consider that the system border is a specialized case of an operation. The difference between the two is that the system border is not associated with any border object as in the case of an operation.

5.3.1.1.4 Stimuli

A stimulus represents an interaction taking place between two objects. According to Jacobson, a stimulus is either a message (a normal Smalltalk method) or a signal that represents an outside message, for example an input from a hardware device. A message is modeled by an horizontal closed arrow, while a signal is modeled by an horizontal open arrow. The Stimuli object is an abstract class that groups common attributes such as the direction of the message (right or left), and the receiver of the message. It also keeps track of the object sending the message.
5.3.1.1.4.1 IDMessage

The class IDMessage contains the methods necessary to draw a horizontal arrow with closed edges (\[\text{\textless}-\text{\textgreater}\]). It inherits behavior from both Stimuli and IDComponent.

5.3.1.1.4.2 IDSelfMessage

A self-message is a message that is characterized by having the sender and the receiver be the same. It is illustrated by having an horizontal arrow starting and ending at the sending or receiving object (\[\text{\textlangle}-\text{\textrightrangle}\]). We decided to create a subclass of IDMessage instead of having to include a special method for displaying a self-message in class IDMessage. We wanted to provide more generality and flexibility in case of any further additions or modification.

5.3.1.1.4.3 Signal

The class Signal contains the methods necessary to draw a horizontal open arrow (\[\text{\textlangle}-\text{\textrightrangle}\]). It inherits behavior from both Stimuli and IDComponent.

5.3.1.2 Tool

The Tool class is an abstract class, and all the tools used by the interaction diagram editor will be subclasses from it. All the tools will respond to certain events that will result in creating the designated component. There are certain attributes that are necessary to be recognized by any tool to be able to create the required figure. The desired attributes include the forecolor to display the figure, the line style and
line width, and the font for displaying any labels. In fig 5.5, we present the Tool class hierarchy.

![Tool Hierarchy Diagram]

Fig 5.5 Tool Hierarchy

When a tool is selected, the attributes are initialized with default settings. However, if the component to be created by the tool already exists in the diagram, the tool will be initialized with the component attributes. In fig 5.6, we describe the collaborations graph of activating any tool. The DiagramEditor object checks if the component is present in the diagram, to decide the set of settings needed for the tool initialization. Then, the tool is activated.
5.3.1.2.1 BorderTool

The function of the *BorderTool* class is to create a border column with the label '?' associated with it. The height of the column is always constant. The location of the new column is calculated by adding a constant width value to the location of the last border column available in the diagram. So, when the border tool is activated, the *DiagramEditor* object provides the tool not only with the necessary attributes, but also with the next available location.

5.3.1.2.2 OperationTool

The *OperationTool* class allows the user to create an operation that is represented in the form of a rectangle. An operation is associated with a column that is determined by the user. The width of the rectangle is constant, while the length is controlled using the mouse movement. When the tool is activated, it is supplied with the pane where the operation will be drawn. The reason is to provide the facility for scrolling the pane when needed.
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5.3.1.2.3 StimuliTool

The activities involved in creating a signal component or a message component are similar, and we have summed up these operations in the StimuliTool object. The object maintains the sender and the receiver of the stimulus (event). When the sender and the receiver are decided by the user, the direction of the connection is determined. Now, all the information needed to create the desired stimulus is available, however we need to make sure that we are not interfering with other objects in the diagram, or performing an illegal connection. The ConsistencyChecker object is invoked to check for any irregularities, and we will discuss that class later on in the chapter. If no irregularity is found, the user will define the label describing the event taking place.

5.3.1.2.3.1 MessageTool

The MessageTool class inherits behavior from the StimuliTool class. The function of the tool is to create a message stimulus. If the sender and the receiver are the same, then a self-message component will be created. Otherwise, a message component will be created.

5.3.1.2.3.2 SignalTool

The SignalTool class inherits its behavior from the StimuliTool class, and its function is to create a signal stimulus.
5.3.1.2.4 SelectionTool

The SelectionTool object provides facilities to select diagram objects, and to drag and drop selected objects at a certain location. When objects are selected, a selector in the form of a dotted rectangle will appear surrounding the selected objects. After dropping the chosen objects at the new location, the DiagramEditor object checks the new location to ensure legal movement. We do not want objects lying around with no connections between them. For example, we do not want to place the operation anywhere, we need to make sure that it is associated with a column, and afterwards we need to check if all the messages are satisfied, i.e., the receivers of all the messages are known. We do not want to have a diagram that has outgoing message with no end receivers.

5.3.1.3. DiagramEditor

The DiagramEditor object controls all the activities performed by the interaction diagram editor. It keeps the following information:

- a list of the created objects
- a list of available tools
- current active tool
- constant values for the column spacing and height
- color palette

The main functionality of the object is to:

- create diagram components
- cut and paste figures
- undo editing operations
5.3.1.4 ObjectCollaborations

The ObjectCollaborations class is a subclass of ViewManager. It utilizes the information in the diagram to extract the users and helpers of every object defined. We have discussed discuss the process of generating the users and helpers of an object in the previous chapter.

The object provides the following functions:

- extract collaborations from the diagram
- display collaborations
- answer a users dictionary upon request, where the object name is the key and the list of users is the value
- answer a helpers dictionary, where the object name is the key and the value is a list of collaborators

5.3.1.5 ConsistencyChecker

The Consistency Checker object provides two main functions:

- An on-line consistency checking
- An overall consistency checking.

An on-line consistency checking is invoked when drawing an operation to insure that operations do not overlap with each other, and when creating a stimulus to avoid any illegal connections between objects. An example of the different irregularities detected by the on-line consistency checker is illustrated in fig 5.7. An overall consistency can be requested by the user to spot any impropriety in the diagram such
as having an outgoing message from an operation, associated with a certain object, that is not initiated by an incoming message.

(A) Two messages cannot initiate the same operation.

(B) Two messages interfering with each other.

(C) Two operations that overlap, with the message intersecting with one operation.

(D) Sending a message between two operations of the same object.

(E) Same as (A) except with the difference that the two messages are sent from two different operations.

Fig 5.7 On-line Consistency Checking
5.3.1.6 StaticAnalyzer

The StaticAnalyzer object is responsible for the static analysis of a method source code. It needs to know the method name, the class including the method, and the method kind (class or instance). The main functions of the object are to:

- extract the different messages and their receivers
- add the analysis information to IDObjects
- determine the possible execution paths.

The collaboration graph of StaticAnalyzer is illustrated in fig 5.8.

![StaticAnalyzer Collaborations Graph](image)

5.3.1.7 DiagramModifier

The DiagramModifier object is responsible for the automatic update of the interaction diagram. The activities involve:

- adding a new stimulus (message) to an existing operation
- adding an operation to an existing object
- adding a new column object
- removing an existing stimulus
During the activities of adding new components to the diagram, it will often occur that an operation needed to be enlarged, messages or operations that needed to be translated. Another function of the class is to shuffle the different components of the diagram to accommodate the new modifications. We will discuss this problem in more detail in the following chapter.

5.3.1.8 MethodInfo

The MethodInfo object is an information holder. It is used by the CodeAnalyzer object to keep information about the message calls extracted after analyzing a method source code. The object holds information about:

- the name of the message
- the receiver object of the message
- the receiver string of the message as extracted from the code
- whether the receiver of the message is mapped to a Smalltalk class or not

In fig 5.9, we present MethodInfo objects ensemble.
Fig 5.9 MethodInfo Objects Ensemble

5.3.1.9 ObjectInfo

The ObjectInfo class is an object information holder. It keeps a list of the different users and helpers of an object. It also keeps a list of the different methods analyzed by the CodeAnalyzer object. Each method analyzed is also associated with the information extracted from the code analysis. By keeping track of the users and helpers of an object, we can have the possibility of maintaining information of more than one diagram at the same time and to use that information to get a view of the whole system. This function is not provided by Cln, but in design we considered further enhancements. ObjectInfo objects ensemble is shown in fig 5.10.
5.3.1.10 IDDictionary

The * IDDictionary class is a subclass of Dictionary, and is used as a repository to keep the information generated from the analysis of the code of the different methods Our decision to maintain information, instead of generating it each time when requested, is to retain the mapping of the receivers of the different messages. Otherwise, any previous mappings will be lost, and the user has to repeat the mapping process all over again. The key of the dictionary will be the name of the class, while the value will be an instance of an ObjectInfo. We are using a global variable *IDOObjects that is an instance of *IDDictionary to store the analysis information.

The purpose of the class is to provide special functions to retrieve information from the dictionary. Some of these functions include:
- users of a certain class
- helpers of a certain class
- possible execution paths of a certain method in a class
- analysis information of a certain method in a class

The class also provides methods for adding information to the dictionary and for removing information from the dictionary.

5.3.1.11 CodeGenerator

The CodeGenerator object provides two main functions:

- It acts as a browser by displaying class information
- It generates Smalltalk constructs

In the browser view, the CodeGenerator object displays the variables and methods of an object using the Smalltalk system dictionary. A text pane is also provided that will contain the code of any selected method. The code can be edited, and any changes can be saved.

In code generation, the information in an interaction diagram is utilized to create classes that are added to the Smalltalk class library. All the instance and class methods are extracted and added to the new class methods list. The collaborations graph of CodeGenerator is shown in fig 5.11.
5.3.1.12 CRCManager

The CRCManager object is responsible for providing the user with a CRC card view for every object in an interaction diagram. It keeps a dictionary representing the cards. The key of the dictionary is the object name, and the value is a CRCCard object. Each time the CRC manager is activated, it is supplied with a dictionary of collaborations (key: object name, value: list of helpers). The collaboration information will be compared with the collaborator's part of every object CRC card, and any update will be carried out and will be reflected in the CRC card collaborators. The purpose of the comparison is to maintain compatibility between the diagram and the CRC card, and to reflect any modification in the diagram. In fig 5.12 we show the collaborations graph of a CRC manager activation.
5.3.1.13 CRCCard

The *CRCCard* object is an information holder that keeps information about the object name, the object collaborators and the object responsibilities. Fig 5.13 illustrates *CRCCard* objects ensemble
5.3.1.14. ColorsPalette

The function of the ColorsPalette object is to display a color palette that can be used to alter the colors of the different diagram components. The color is selected using the mouse buttons. The color selected using the right button will be used to modify the color of the different components while the colors selected using the left button will be used to modify the labels associated with the components. The DiagramEditor object utilizes the chosen color to alter the display of the components pertinent to the active tool. So for example, if the active tool is the operation tool, then only the operation components will be modified.

5.3.2 Modified Classes

5.3.2.1 ClassHierarchyBrowser

The ClassHierarchyBrowser provides a view of the class library and enables the programmer to make additions or modifications to the class library. We have added few lines to three methods:

- **accept**: This method is used to save the contents of the text pane after compiling the contents successfully. The method source code is then updated in the Smalltalk system dictionary. We check the existence of the method in IDObjects, and if it exists, we regenerate the analysis information to reflect the new code changes. Our incentive is to keep the saved analysis information up to date with the source code.

- **removeSelector** The function of the method is to remove a selector (method name) from the class selectors (methods) list. After removing the method from
the list, we check IDObjects to see if we have analysis information for the method
so that we delete it.

- **removeSubclass** It removes a class from the Smalltalk class hierarchy. We search
  the keys of IDObjects for the deleted class, and if it is found, the class key is
  removed from the dictionary.

5.3.2.2 Stream

We are using the class in the code analysis process. We have added four new
methods that we needed to accomplish the task.

- **nextString** It answers the next string in the receiver stream. The end of the string
  is determined when a separator (space, tab, carriage return, line feed) or end of
  stream is encountered.

- **previousString** It performs the reverse of the previous method, and it answers the
  previous string in the receiver stream.

- **previousWord** It answers a string containing the previous word in the receiver
  stream. A word starts with a letter that is followed by a sequence of letters and
digits.

- **previous** It answers the previous object in the receiver stream.
Chapter 6

Sample Application:
An Airline Reservation System

In this chapter we will give an example of using Coin in software
development. Our goal is to illustrate the usage of the concepts we have discussed
earlier.

6.1 An Airline Reservation System

An airline reservation system is a system that provides flight reservations for
passengers. In this chapter, we are going to design a simplified version that illustrates
some important features; e.g., booking a passenger on a certain flight for a specific
airline.

6.2 Analysis and Design

Object-Oriented systems favors an iterative life cycle where in each iteration
activities involve all phases of traditional life cycle. So, the distinction between
analysis and design is relatively "blurry". In analysis, the focus is more on what is
needed; i.e., system requirements, while in design the focus is on how to implement
the requirements. We are going to use Jacobson’s notion of actors and use cases to identify the users and activities of an airline reservation system.

Actors portrays roles played by people (or other systems) interacting with the system under development. In an airline reservation system, the primary actor will be the clerk responsible for booking flights for passengers. At the same time, an administrator (secondary actor) is needed to maintain and supervise the system. Thus, the picture of the airline reservation system with interacting actors will look like that in fig 6.1.

![Fig 6.1 Airline reservation system with interacting actors](image)

In order to identify use cases, we need to investigate what sequence of transactions is needed by the system to fulfill actors’ request. We are not going to identify all the use cases, however we will mention some of the primary ones. A clerk actor is responsible for booking flights, and interesting use cases that come to mind include:

- Booking a flight for a passenger.
- Confirming a reservation.
- Canceling a reservation.
A system administrator actor is responsible for maintaining and supervising the system, and is concerned with performing use cases such as:

- Initializing the system.
- Updating databases.

A use case model of an airline reservation system is shown in fig 6.2.

![Airline Reservation System Diagram]

**Fig 6.2 Airline reservation system use case model**

We will focus on the following use cases:

- Initializing an airline reservation system.
- Booking a flight
6.2.1 Initializing an Airline Reservation System

In the initialization of an airline reservation system, the aim is to add airlines to our system. Each airline is identified by a name, and keeps track of its scheduled flights. So the use case will be as follows:

1. Create an airline.
2. Add airline to reservation system.
3. Create a flight.
4. Add flight to an airline.

The use case involves three main classes: AirlineReservationSystem, Airline, and Flight. The AirlineReservationSystem object will keep track of the airlines that it services, while the Airline object will keep track of the scheduled flights and its name. A Flight object must keep track of its name, the passengers on board, in addition to its starting and destination location, and departing and arrival time and date. Thus, a more detailed use case will be as follows:

1. Create an airline.
2. Initialize airline name, and flights list.
3. Add airline to airline reservation system.
4. Create a flight.
5. Initialize passengers list, starting and destination location, arrival and departure date and time, and flight name.
6. Add flight to airline.
Airline keeps track of its scheduled flights, so when the airline reservation system is asked to add a flight to an airline, it will get the desired airline from its list, then the designated airline will add the flight to its scheduled flights. Thus, the use case will be modified as follows:

1. Create an airline.
2. Initialize airline name, and flights list.
3. Add airline to airline reservation system.
4. Create a flight.
5. Initialize passengers list, starting and destination location, arrival and departure date and time, and flight name.
6. Get airline from airline reservation system.
7. Add flight to airline.

Interaction diagrams are used to visualize use cases. We are going to use Coin to build the corresponding interaction diagram of "the initialization of an airline reservation system" use case. To create an instance of Airline or Flight, we are going to use the message new which is a class method used for class instansiation. In fig 6.3, we show the interaction diagram of initializing an airline reservation system constructed using Coin. In fig 6.4, we are showing the printout of the whole diagram using Coin print facility.
Fig 6.3 Initializing an airline reservation system interaction diagram

Coin utilizes the information embedded in the diagram to extract other forms of information such as: CRC cards and collaboration information. In collaboration information the user is supplied with a list of the helpers and users of each object in the diagram. From the diagram we can deduce the following collaborations:

<table>
<thead>
<tr>
<th></th>
<th>Helpers</th>
<th>Users</th>
</tr>
</thead>
<tbody>
<tr>
<td>AirlineReservation</td>
<td>Airline</td>
<td></td>
</tr>
<tr>
<td>Airline</td>
<td>Flight</td>
<td>AirlineReservation</td>
</tr>
<tr>
<td>Flight</td>
<td></td>
<td>Airline</td>
</tr>
</tbody>
</table>
In fig 6.5, we are presenting collaboration information of class Flight. The user will have access to that information when collaborations is selected from the utilities menu. The user will be presented with a list of the available objects in the diagram, and when any object is selected, the list of its helpers and users will be shown. The information is sensitive to any diagram modification, and the list of helpers and users of each object will be updated to accommodate the diagram changes.
Fig 6.5 *Flight* collaboration information

Collaborations are associated with a responsibility, and a CRC card is used to record the collaborations. From the *utilities* menu, when the *CRC Cards* menu item is chosen, the CRC card manager is invoked. The user can record the responsibilities of each object, while the collaborators part of the card is automatically filled in by Coin. For each object in the diagram, Coin provides the user with a corresponding CRC card. The information in the CRC card is saved with the diagram, and can be recalled later when needed. The collaborators part of each card is updated with any diagram change. In fig 6.6, we show the CRC card of *AirlineReservation*. 
Fig 6.6 AirlineReservation CRC card

Now that the user has created the desired interaction diagram, and obtained collaboration information, a better understanding of the system has been achieved. It is time to create corresponding Smalltalk classes, and the helpers and list of responsibilities will allow the user to decide on instance variables. Coin provide the user with a code generation facility. For each diagram object that does not exist in the Smalltalk class library, the user is asked to provide the superclass name to decide the placement of the object in the hierarchy. Also, the user has the option to input class and instance variables. The tool will automatically create the class for the user, and "set" and "get" methods are automatically generated for each variable defined. In
addition, all the messages that an object can understand will be extracted from the
interaction diagram and added to the object's methods list.

In fig 6.7, we are illustrating the creation of class "Airline". The user specifies
the super class name, and the variable names. In our case, the user has defined two
instance variables: name (airline name) and flights (list of scheduled flights). When,
the user is satisfied with his/her selection, the class Airline is created and added to the
Smalltalk class hierarchy. Coin, also, provides the user with the capability to browse
the class information (list of methods and variables), as shown in fig 6.8. A text pane
is also available to show the source code of any message, and the user has the
capability to modify the source code.

Fig 6.7 Creating Airline class
Fig 6.8 *Airline* class browser

The process of class creation can be repeated with: *AirlineReservation* and *Flight*. An airline reservation system will keep track of the list of airlines that it services (*airlines*) and the list of passengers (for bonus miles accumulated) (*passengers*). A flight will keep track of its name, the passengers on the flight, the airline it belongs to, and starting point and destination along with the departure and
arrival dates and times. Instead of having to include six variables (starting location, departure date, departure time, destination, arrival date, arrival time), we decided to have only two variables: source and destination. A FlightEntry object will be used to store location, date and time. So, instead of having to assign six variables to initial values, one flight entry is created for the source and another one is created for the destination, and each one is initialized with the proper information.

The change in the flight design will affect two diagram methods: departing:date:time: and arrival:date:time:. Instead of having a simple assignment for the flight variables, two flight entries are created and initialized with: source and destination information. In Coin, if we click on the message departing:date:time:, the message shape is changed (line style becomes dotted) to indicate that the message has been selected. The corresponding source code will be shown on the right side, accompanied by the list of messages extracted from the source code. A comparison between diagram messages and source messages is performed, and the result of the comparison is displayed in the upper right side, as shown in fig 6.9.

The comparison indicates that there exist a difference between the diagram messages and source code messages, and we want the diagram to reflect the new changes detected in the code. The automatic diagram facility provided by Coin, modifies the diagram by adding the necessary components needed to maintain consistency with the implementation. At the same time, figures translations are automatically carried out to provide space for the newly added diagram components. The new diagram is illustrated in fig 6.10.
Fig 6.9 Inconsistent design and implementation
Fig 6.10 Consistent design and implementation

The automatic diagram modification will not only affect the interaction diagram, but also will be reflected in the collaboration information and CRC cards. The addition of the new class FlightEntry, will modify the collaboration information of class Flight and its corresponding CRC card. The new added class is considered as one of the collaborators (helpers) of class Flight. The new collaboration information of Flight will look like that in fig 6.11.
Fig 6.11 New collaboration information of class *Flight*

The automatic diagram update can be also applied to the message *arrival:date:time* to maintain its synchronicity with the implementation. The user can modify the source code of any message, and utilize the automatic diagram update to monitor the effect of the change on the diagram. The automatic diagram modifier includes a feature that enables the user to select messages of interest to be used to modify the diagram, and as in many cases, the user is interested in certain messages, and he/she does not want the unimportant messages to be reflected in the diagram.
Fig 6.12 Code information of *addAirline*: in *AirlineReservation*

Let us consider the source code of the instance message *addAirline*: sent to *AirlineReservation* (fig 6.12). The code contains two messages: *name* and *at:put:*. As we are analyzing the code statically, we were not able to determine the receivers of the two messages. Coin provide the user with a mapping facility where the user is given a list of all the objects that can understand a certain message, and the user will determine the appropriate receiver (object) name. The process is shown in fig 6.13. In our case, the receiver of message *name* will be an *Airline* object, while the receiver of message *at:put*: will be a *Dictionary* object.
Fig 6.13 Mapping message receivers

Once the mapping is completed and the receivers of the messages are determined, the process of updating the diagram can be initiated. Let us consider the following scenario: the user is only interested in the message *name* sent to airline. In order to achieve the desired goal, the user has to selected the message(s) that he/she is interested in, and the automatic diagram modifier will only use the selected list of messages to update the interaction diagram. In fig 6.14, we show the effect of selecting the message *name* to update the diagram.
6.2.2 Booking a Flight for a Passenger

The *clerk* actor will be responsible for booking a passenger on a certain flight. When asked to book a flight, the clerk needs to know information needed to accomplish his/her task such as airline name, flight name and date. Thus, the use case will be as follows:
In the above use case, we have introduced a new class Passenger that keeps information about a passenger name, phone, and address. So, when creating a passenger, we need to initialize the passenger information. When booking a passenger on a certain flight, the flight has to add the booked passenger to the list of passengers on board. Thus, the modified use case will look as follows:

1. Create a passenger.
2. Initialize passenger name, phone, and address.
3. Get airline according to airline name.
4. Get flight according to flight name and date.
5. Book passenger on flight.
6. Add passenger to flight list of passengers.

The same process can be followed as illustrated in the former use case. Our goal in presenting this use case is to show the benefits of the alternative execution paths provided by Coin. In fig 6.15, we are presenting a printout of a partial interaction diagram for booking a flight for a passenger. A message for booking the passenger on a flight (adding passenger to the passengers list on the flight) is needed to complete the use case.
Fig 6.15 Partial interaction diagram for booking a passenger on a flight

We are going to modify our design slightly by adding a waiting list variable (waitingList) to class Flight. The purpose of the new variable is to keep a list of waiting passengers when the flight is fully booked. The use case will be modified to accommodate the new design. If the flight is fully booked, the passenger will be added to the waiting list, otherwise the passenger will be added to the list of passengers on the flight. We have modified the source code of the message book:airline:name: to look as shown in fig 6.16.
Fig 6.16 Implementation information of book:airline:flight:date:

In fig 6.16, we notice that the list of extracted messages from the source code does not include the message book: sent to flight. The reason is that book: belongs to a different execution path. Coin provides the user with a list of extracted message belonging to a certain execution path, and not just the list of all the available messages. When the AlternativePath button is clicked, the user gets access to another available execution path. The exposure to different execution paths is very beneficial because it enables the user to generate interaction diagrams for special (alternative) cases that is accomplished by only modifying the interaction diagram for the general case. In our case, the user is interested in showing the interaction diagram
of successfully booking a flight for a passenger. The execution path for booking a passenger will be selected and used to modify the diagram. The interaction diagram for successfully booking a passenger is shown in fig 6.17.

![Interaction Diagram]

**Fig 6.17 Interaction diagram for booking a flight**

### 6.3 Summary

We have developed a simplified airline reservation system using Coin, and concentrated on two specific use cases: *initializing an airline reservation system* and *booking a passenger on a flight*. We created an interaction diagram for each use case,
and utilized the different facilities provided by Coin such as: code generation, and CRC cards. We also modified the source code of certain messages and examined the effect of the new changes on the diagrams.
Chapter 7

Conclusions and Future Work

7.1 Conclusions

The evolution of OOP in the late 80's, and the fact that the object-oriented life cycle is much different from the traditional waterfall model has led to the development of various OO design and analysis methodologies and tools that support these methodologies. Unfortunately, the majority of these tools support software development in the top-down direction only, and are not resilient to changes; i.e., a change during the implementation phase requires restarting the top-down process somewhere higher in the life cycle. As a result, the implementation is often out of synchronization with the design. The object-oriented life cycle is an iterative process and it is necessary to provide an environment that supports bi-directional software development in order to integrate analysis, design, and implementation. Our goal was to develop a tool that supports both top-down and bottom-up development. To meet our objectives we designed and implemented Coin.

Coin was aimed to provide the following facilities:
• Compare interaction diagrams (design) with the actual source code (implementation), and to facilitate an automatic diagram update if any inconsistency is discovered between design and implementation.

• Utilize the richness of information included in the interaction diagram, and to present that information in different forms to the user.

We have developed Coin following three main themes:

• Providing the user with the ability to view and modify interaction diagrams

• Representing implementation information in different forms (source code and message calls)

• Updating the diagram automatically without altering the relationship between the different components of the diagram

Coin provides the following facilities:

• Interaction diagram editor for diagram construction and modification

• Useful information in the form of collaborations, CRC cards, object information (class-instance variable, class-instance methods, method code), and analyzed code information.

• Automatic diagram update based on comparison between messages in an interaction diagram and the source code

• Code generation facility

Although Coin incorporates several ideas from other tools and systems, Coin is unique in the following ways:

• The interaction diagram editor is not just an editor for constructing diagrams, but also includes consistency checking facility both on-line and overall, to respond to any meaningless actions.
- We are providing an automatic diagram update, that will automatically update the diagram if any differences is found between the diagram messages and code messages. The automatic diagram modifier will move the components around if needed to create space for the newly added components to be added without changing the relationships of the existing components. The user also has the option to partially use the list of the source code messages as a basis of comparison instead of the whole list, if in some cases he/she is not interested in certain messages.

- We are providing a static analysis facility that will extract the different messages from the code. The order of the messages is not random, but depends on their order of execution according to the Smalltalk rules.

- We are providing the user with alternative execution paths.

Coin provides useful facilities that can be used in software development and maintenance. The automatic diagram modifier is very beneficial because it allows the user to update an already constructed design without the need to add or remove components manually. Coin can be used as a prototype tool where we can start by drawing interaction diagrams, then get a view about the objects dependencies by looking at the collaborations. Then we can do some coding, see how it will affect the diagrams, and how the diagrams will change when different execution paths are selected.
7.2 Future Work

Coin does not provide an on-line help system. On-line help aid in understanding how the system works, and in getting information about the steps to be followed if a certain function is desired. An example of how help is very important is in the case of Coin’s colors pallet. The pallet modifies the color of a diagram component corresponding to the current active diagram tool. In other words, if the message tool is activated, then only the color of the messages will be modified when a new color is selected.

Many enhancements can be incorporated in the interaction diagram editor. One enhancement that will be very important is a zoom facility. The main view of Coin is divided into two portions: one for the editor and one to display the information extracted from the code. When an interaction diagram gets very complex, it is very difficult to get a view of the whole diagram, and a lot of scrolling is needed. It will be nicer to have a zooming facility that enables the user, among other things, to get an overview of the whole diagram.

Another feature that can be used in documentation is a facility that can decide on the structure of an interaction diagram, and whether it is a centralized structure, a decentralized structure, or a combination of both. Also, it will be very helpful to show the part of the diagram that is centralized, and the part that is decentralized. This information can be useful in program documentation, and also it will give some insight on the design structure.

We are using a static analysis approach to get implementation information. As Smalltalk is a dynamic language, if a dynamic analysis facility were added, we will
have more flexibility especially when obtaining the receivers of the messages, and we would not have to involve the user with the task of mapping the receivers to the messages. Thus, if implementation is complete we can use dynamic analysis to get information about messages and their receivers, and use static analysis to get information about the possible paths of execution for each message.

Currently, the user is only able to access one diagram at once. Another useful enhancement would be to have the capability of combining more than one diagram, and to extract information from more than one diagram. By extracting information from more than one diagram, we will be able to recognize subsystems which can be used as a basis for development by different project teams. We can also obtain an overview of the whole system in the form of collaboration information, and that information can be incorporated in CRC cards.

Interaction diagrams are a visualization of use cases. A useful avenue of research would be to devise a tool that uses a certain grammar language where we can define the different use cases of our system. The definition of the different uses cases can be later used by Coin to automatically build the corresponding interaction diagrams. At the same time, we would provide a reverse engineering facility, where any changes in the diagram would be reflected in its corresponding use case.
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